
ABSTRACT

MAHDAVI HEZAVEH, REZVAN. A Comprehensive Model of Software Configuration. (Under
the direction of Dr. Laurie Williams).

Using feature toggles is a technique that allows developers to either include or exclude

a block of code with a variable in a conditional statement. Software companies increasingly

use feature toggles to facilitate continuous integration and continuous delivery. On the

other hand, configuration options are programmatic techniques to include or exclude

functionality in software easily. Software companies usually use configuration options to

implement software product lines. Feature toggles and configuration options have similar

definitions, and the border between their definitions is blurred. So, both concepts are

considered software configuration in the literature.

Using feature toggles inappropriately may cause problems that can have a severe im-

pact, such as code complexity, dead code, and system failure. For example, the erroneous

repurposing of an old feature toggle caused Knight Capital Group, an American global

financial services firm, to go bankrupt due to the implications of the resultant incorrect

system behavior. Using configuration options also has challenges, such as testing multiple

software variants in parallel. For example, the Linux kernel has over 15000 configuration

options, and (considering all configuration options as boolean) it has up to 215000 product

variants for testing.

The research contributions on feature toggles and configuration options often focused

on either feature toggles or configuration options. However, focusing on the similarities

and differences between these two techniques can enable a more fruitful combined family

of research. Moreover, a common terminology may enable meta-analysis, a more practical

application of the research on feature toggles and configuration options, and prevent

duplication of research effort.

Using a comprehensive model of software configuration can help researchers in a com-

bined family of research on the software configuration.

We conduct four studies to (1) identify practices of using feature toggles by practitioners;

(2) propose heuristics and metrics for structuring feature toggles in the code; (3) extend an

existing model of software configuration to cover feature toggle and enable meta-analysis

of a family of research; (4) application of the extended model of software configuration on

related publications, perform a meta-analysis, and propose guidelines for researchers to

document context variables in their software configuration research studies.



From these studies, we contribute the following: (1) 17 practices of using feature toggles

by practitioners in 4 categories; (2) 7 heuristics to guide structuring feature toggles in the

source code, and 12 metrics to support the principles embodied in these heuristics; (3)

an extended model of software configuration to cover feature toggle concept as well as

configuration option concept; (4) a comparison between feature toggle and configuration

option related publications based on the application of the extended model of software

configuration; (5) provide guidelines for researchers to use the extended model of software

configuration to document context variables in their research studies; and (6) compre-

hensive definitions for feature toggles and configuration options based on their different

characteristics in the application of the extended model of software configuration.
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CHAPTER

1

INTRODUCTION

Developers guard blocks of code with a variable as a feature toggle1 in conditional state-

ments, and by changing the value of the variable, enable or disable that part of the code in

the system’s execution. The use of feature toggles is a technique often used in continuous

integration (CI) and continuous delivery (CD) contexts that allow teams to incrementally

integrate and test a new feature even when the feature is not ready to be released (6)(9). De-

velopers also use feature toggles for other purposes, such as gradual rollout and experiments.

However, feature toggles can turn into technical debt (10).

Configuration options are key-value pairs that allow software customization by including

or excluding functionality in a software system (11). Using configuration options allows

developers to implement software product lines (12; 11; 13).

Both feature toggles and configuration options are techniques practitioners use in the

software development process. Meinicke et al. (11) state that feature toggles can be con-

sidered a use of configuration options for a new purpose, such as CI/CD, or configuration

options can be seen as a subset of feature toggles. Despite feature toggles and configuration

options being similar concepts, they have distinguishing characteristics, such as their users

1Feature toggles are also called feature flags, feature bits, feature flippers, and feature switches (8).
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and lifetime. Whereas configuration options are used by end-users and can exist perma-

nently, feature toggles are used by developers and are ideally removed from code (except

for long-lived feature toggles). However, in reality, a large fraction of feature toggles stay in

the code base forever (14).

The border between the definition of the feature toggle and the configuration option

is blurred in the research community. As an example in (15), researchers defined feature

toggles as Software Product Line (SPL) configurations that developers change and get values

at compile-time. This definition has differences with definitions of feature toggles and has

similarities with definitions of configuration options in other research publications. For

instance, Rahman et.al (16) stated that feature toggles could be changed by developers at

run-time, and Schubert et al. (17) state that compile-time configuration options are used in

SPLs to encode a set of software products. Based on the blurred border between these two

concepts, separating them from each other is not practical, and both concepts can consider

categories of software configuration (11; 12). In the rest of this thesis, we use the term

software configuration to refer to the joint concepts of feature toggles and configuration

options.

A software development practice is an activity or step carried out to achieve a goal

during software development. For example, unit testing is a practice for white-box testing

of implementation code. The identification and categorization of feature toggle practices

used by practitioners, and the way feature toggles are structured in the code may help

software practitioners to use toggles more efficiently and to control the accumulation of

technical debt. Software practitioners prefer to learn through the experiences of other

software practitioners (18). As such, we obtained practice usage and guidelines on how to

structure and manage feature toggles from practitioners’ experiences and present these

findings in Chapters 3 and 4.

Researchers perform research studies in both feature toggles and configuration options

research areas. In addition, Meinicke et al. show that using these two techniques may cause

similar problems, and there are similar solutions as well (11). So, if a research question

is answered in the configuration option research area, the result may be applicable to

feature toggles as well. However, researchers may miss this opportunity because they are

unaware of the other technique, and solve the same question again. Ignoring similarities

and differences between the characteristics of software configuration in research studies

can lead to duplication of effort, inefficiency in research, and unclear comparisons and

generalizations. Every family of research can benefit from a framework or common ontology

to enable meta-analysis on them. Hence, researchers can benefit from a model of software
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configuration to define context variables in their software configuration-related research

studies clearly and to help other researchers to use their results and research design in

other studies (12). We present our model in Chapters 5 and 6.

Thesis Statement: Using a comprehensive model of software configuration can help

researchers in a combined family of research on the software configuration.

We evaluate the thesis statement by answering the following research questions. Within

the body of this document, each research question has two or more sub-research questions:

RQ1: How do software practitioners use feature toggles in the industry?

RQ2: How are feature toggles structured in the code?

RQ3: How can we extend the existing Model of Software Configuration (MSC) to cover

both the feature toggle and configuration option concepts?

RQ4: Can the application of the extended Model of Software Configuration be used to

perform a meta-analysis of a family of research on software configurations?

In this thesis, we make the following contributions:

1. A list of practices used to support software development with feature toggles, and an

analysis of the frequency of usage of feature toggle practices in the industry (Chapter 3);

2. Development of heuristics to guide the structuring of feature toggles (Chapter 4);

3. Identification of metrics to support the principles embodied in the heuristics (Chap-

ter 4);

4. A case study analyzing practitioner adherence to the heuristics in open source software,

and the relation of heuristics with metrics (Chapter 4);

5. An extended model of software configuration, and usage guidelines for researchers to

document context variables in their research studies (Chapters 5 and 6);

6. Modeling, analysis, and systematic comparison of the software configuration related

publications (Chapters 5 and 6);

7. Modeling the software configuration of Chrome as an industrial system (Chapters 5);

8. A set of challenges and research gaps related to software configurations (Chapters 6);

9. Comprehensive definitions for feature toggles and configuration options (Chapters 6);

10. Artifacts:

• A database of GitHub repositories that use feature toggles in their development cycle,

and examples of good and bad structuring of the feature toggles in these reposito-

ries (Chapter 4);

• A list of open-source feature toggle management systems on GitHub (Chapters 5).

The rest of this thesis is organized as follows: in Chapter 2, we describe the background
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and related works of the research area. In Chapter 3, we answer RQ1 by identifying prac-

titioners’ practices. In Chapter 4, we answer RQ2 by proposing heuristics and identifying

metrics. In Chapter 5, we answer RQ3 by extending the existing Model of Software Con-

figuration. And in Chapter 6, we answer RQ4 by conducting a meta-analysis of software

configuration-related publications by applying the extended Model of Software Configura-

tion to the publications. Chapter 7 includes the conclusion and future work.
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CHAPTER

2

BACKGROUND AND RELATED WORK

This chapter describes the background and relevant related work.

2.1 Background

In this section, we first briefly define Continuous Integration (CI) and Continuous Delivery

(CD). Next, we explain the feature toggle, configuration options, grey literature, and metrics.

2.1.1 Continuous Integration(CI) and Continuous Delivery (CD)

Companies must deliver valuable software rapidly to be competitive. This expectation

leads companies to use Continuous Integration (CI) and Continuous Delivery (CD) to make

development cycles shorter. CI is a practice of integrating and automatically building and

testing software changes to the source repository after each commit (19) in short intervals.

CD is a practice for keeping the software in a state that can be released to a production

environment anytime (20). CI/CD refers to a combination of these two practices and enables

delivering code changes frequently. Using feature toggles is one of the techniques often

used by software companies that practice CI/CD (9).
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1 function Search (){
2 var useNewAlgorithm = false;
3 if(useNewAlgorithm){
4 return newSearchAlgorithm ();
5 }else{
6 return oldSearchAlgorithm ();
7 }
8 }
9

Figure 2.1: An example of a feature toggle.

2.1.2 Feature Toggles

Programming languages have long provided the language constructs to implement feature

toggles. However, the first use of this language construct to support CI/CD was at Flickr in

2009 (21). Figure 2.1 is an example of a feature toggle. In this example, the dynamic choice

of a search algorithm depends on the value of the useNewAlgorithm toggle. If the value of

this toggle is true, then the new search algorithm is used; otherwise, the Search method

calls the old search algorithm.

Feature toggles have been categorized into five types in software systems (6) and (22):

• Release toggles: Toggles are used to add new features in a trunk-based development

context. In trunk-based development, all developers commit changes to one shared

branch. Using release toggles in trunk-based development supports CI/CD for partially-

completed features (22) (6).

• Experiment toggles: Toggles are used to perform experimentation on the software, such

as is done by Microsoft (23) (24), to evaluate new feature changes and their influence on

user-observable behavior (22).

• Ops toggles: Toggles are used to control the operational aspect of the system behavior.

When a new feature is deployed, system operators can disable the feature quickly if it

performs unexpectedly (22).

• Permission toggles: Toggles are used to provide the appropriate functionality to a user,

for instance, special features for premium or paid users (22). Permission toggles are also

called long-term business toggles in (6).

• Development Toggles: Toggles are used for enabling or disabling certain features to test

and debug code (6).
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1 #ifdef HELLO
2 char * msg = "Hello World\n";
3 #endif
4 #ifdef BYE
5 char * msg = "Bye bye\n";
6 #endif
7

8 main(){
9 printf(msg);

10 }
11

Figure 2.2: An example of configuration options (2)

2.1.3 Configuration Options

Configuration options are key-value pairs to include or exclude functionality in a software

system or the setting parameters, such as buffer size (11). Practitioners use configuration

options mostly to enable software customization in software product lines (12; 11; 13).

Figure 2.2 is an example of using configuration options (2). In this example, the value of msg
is assigned at compile-time based on the values of HELLO and BYE configuration options.

2.1.4 Grey Literature

Grey literature is defined as “... literature that is not formally published in sources, such

as books or journal articles” (25). Software practitioners may share their experiences as

grey literature which can be considered a valuable resource for researchers (26) and other

practitioners. Academic publications reflect the state-of-the-art, and grey literature provides

insight into state-of-the-practice in any research area. In practical research areas such as

software engineering, combining state-of-the-art and state-of-the-practice is important to

provide valuable results (27). In the area of feature toggles, a large number of grey literature

artifacts exist, but only a small number of peer-reviewed papers have been published. As

we will discuss in Step Two of the methodology in Chapter 3, we use the quality assessment

checklist of grey literature for software engineering provided (1) to evaluate the quality of

our grey literature artifacts.
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2.1.5 Metrics

Chidamber et al. (28) developed and empirically validated six metrics (CK metrics) for

object-oriented (OO) design. These metrics can be used to measure the OO software de-

velopment process improvement. The main focus of developed metrics is to measure the

complexity of the design of classes. The six metrics are: 1) Weighted Methods Per Class

(WMC); 2) Depth of Inheritance Tree (DIT); 3) Number of Children (NOC); 4) Coupling

between object classes (CBO); 5) Response For a Class (UFC); and 6)Lack of Cohesion in

Methods (LCOM). Some of our metrics in Chapter 4 overlap with CK metrics.

2.2 Related Work

In this section, we describe related work to this thesis.

2.2.1 Feature Toggles

Rahman et al. (29) performed a qualitative grey literature study and conducted follow-up

inquiries to study continuous deployment practices. They reported 11 continuous deploy-

ment practices used by 19 software companies. Using feature toggles is one of these 11

practices used by 13 of the 19 companies. In addition, at the Continuous Deployment Sum-

mit (9) 2015, researchers and practitioners from 10 companies shared their best practices

and challenges. Parnin et al. (9) disseminated 10 best practices from the Summit, including

using feature toggles to implement Dark Launches1.

To understand the drawbacks, strengths, and costs of using feature toggles in practice,

Rahman et al. (6) performed a thematic analysis of videos and blog posts created by release

engineers. They provided six themes found in analyzed videos and blog posts, such as

technical debt and combinatorial feature testing. To identify feature toggle practices in

Chapter 3, we used videos and blog posts from (6) and additional peer-reviewed papers and

grey literature artifacts, including more videos and blog posts. Rahman et al. (6) also per-

formed a quantitative analysis of feature toggle usage across 39 releases of Google Chrome

from 2010 to 2015. They mined a spreadsheet used by Google developers for feature toggle

maintenance. Release toggles should be short-lived toggles but Rahman et al. observed

that 53% of the release toggles exist for more than 10 releases in Chrome. They classified

1Dark launching is a practice in which code is incrementally deployed into production but remains
invisible to users (9).
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unused but existing release toggles in the code as technical debt. Rahman et al. reported

three purposes for using feature toggles: rapid release, trunk-based development, and A/B

testing. They found that using feature toggles makes control over deployed functionality

flexible, but can introduce technical debt and require additional maintenance effort by

developers.

Rahman et al. (7) extracted four architectural representations of Google Chrome: 1)

conceptual architecture; 2) concrete architecture; 3) browser reference architecture; and

4) feature toggle architecture. Using the extracted feature toggle architecture, developers

can find out which feature affects which module and which module is affected by which

feature. The goal of their study was to show how developers can get a new viewpoint into

the feature architecture of the system using the extracted feature toggle architecture. Their

result raise awareness of the impact of using feature toggles on the modular architecture of

the system.

Ramanathan et al. (30) developed an automated code refactoring tool to delete code

related to old and unused feature toggles in Uber repositories. Their tool analyzes the

abstract syntax tree of the code, generates a diff (differential revision which contains code

modifications, code reviewers, and summary of the change) on the GitHub repository for

unused feature toggles, and assigns a task including the generated diff to the developer

who creates the feature toggle to accept or reject the code changes. Over 1.5 years of using

the tool, the tool generated diffs for 1381 feature toggles, and 65% of them were accepted

by assigned developers without any changes.

Meinicke et al. (14) proposed a semi-automated approach to detect feature toggles in

open-source repositories by analyzing the repositories’ commit messages. They found 100

GitHub repositories that use feature toggles via keyword search in commits. Meinicke et al.

analyzed some aspects of feature toggle usage in these identified repositories, such as the

relationship between having short-lived toggles and having a toggle owner.

Hoyos et al. (31) analyzed the source code of 12 Python repositories that use feature

toggles and surveyed 61 practitioners to shed light on the removal of feature toggles in

practice. They found that 75% of feature toggles in analyzed Python repositories are removed

within 49 weeks after creation. They also found that not all feature toggles are removed

from code, and some long-lived toggles are not designed to live that long. Practitioners who

participated in their survey reported removing feature toggles when the feature stabilized

in the production, when they have scheduled clean-up audits, when the A/B test is done,

or when they refactor the code.

Prutchi et al.(32) studied the effect of adopting feature toggles on the frequency and
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complexity of branch merges, and a number of the defects and their fix time in 949 open

source repositories. They observed a decrease in the merge effort and an increase in defect

fix time. However, they did not confirm this increase is because of adopting feature toggles.

2.2.2 Configuration options

Sayagh et al. (4) aimed to understand the process required by practitioners to aggregate

configuration options in a software system, the challenges they face, and the best practices

they could follow. To achieve their goal, the authors did 14 interviews with software engi-

neering experts, conducted a survey on Java software engineers, and did a literature review

of academic papers in the area of configuration options. They identified 9 configuration

management activities, 21 configuration challenges, and 24 expert recommendations. One

of the reported challenges, the increasing complexity of the code by adding configuration

options, is the same as the challenges of using feature toggles (11).

Meinicke et al. (33) analyzed 8 small- to medium-sized configurable systems’ traces to

identify interactions among configuration options on their control flow and data. Expo-

nentially growing space for configuration options in these systems can affect the quality

assurance of the systems. They showed that configuration interaction in these systems is

lower than combinatorial complexity in theory.

Zhang et al. (15) studied 1,178 configuration-related commits of four open-source cloud

system repositories. They analyzed the evolution of configuration design and implementa-

tion in these systems. Zhang et al.’s goal was to understand developers’ practices to revise

the design and the implementation of configurations from code changes in response to

misconfigurations. They studied commits from four cloud system repositories over 2.5

years and focused on the revision of misconfigurations. They studied code changes to help

reduce misconfigurations in cloud systems and developed a taxonomy for cloud systems’

configuration design and implementation evolution.

Liebig et al. (34) analyzed 40 open-source software projects that use C preprocessors

(cpp) to implement variable software. Using cpp is a popular approach to implementing

configuration options. Liebig et al. introduce several metrics to measure cpp usage in terms

of comprehension and refactoring, such as Lines of Feature Code (LOF) and Granularity

(GRAN). Based on their results, Liebig et al. suggested alternative implementation tech-

niques. Although some of our metrics overlap with Liebig et al.’s metrics, Liebig et al. focused

on projects written in C. In Chapter 4, we do not filter projects based on programming

languages. Our findings are language-independent.
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To quantify the challenges of testing and debugging highly-configurable applications,

Jin et al. (35) analyzed one industrial and two open-source applications. They found that

configuration traceability is necessary, analysis tools need to cross the programming lan-

guage barrier, and a way is needed to capture the active configuration when a system fails

to reproduce and debug the failing test case.

Kim et al. (36) proposed SPLat, an approach to prune irrelevant configurations to reduce

combinatorial combinations in testing configurable systems. This approach dynamically

determines configurations during test execution by monitoring accesses to configuration

variables. The authors experimentally showed that SPLat reduces the total test execution in

many cases.

2.2.3 Software Configurations

Meinicke et al. (11) explored the differences and commonalities between feature toggles and

configuration options by conducting nine semi-structured interviews with feature toggle

experts. During the interviews, the authors asked practitioners about the existing literature

on feature toggles. Then, they discussed with the interviewees the configuration options

topics and asked them if they saw common challenges and solutions. The researcher found

that although feature toggles and configuration options are similar concepts, they have dis-

tinguishing characteristics and requirements. The goal of the usage and challenges of each

of the techniques are distinct. The researcher identified 10 themes for the differences, such

as their users and their lifetime. Feature toggles are used by developers, but configuration

options are used by end-users. The feature toggles will be removed from code ideally, but

configuration options can exist permanently.

To provide software configuration terminology for research studies and help practition-

ers to find possible challenges, Siegmund et al. (12) derived a model (MSC) consisting of

eight dimensions for software configuration with 47 values in total. They used a mixed-

methods approach. In the first step, they interviewed 11 practitioners, such as developers,

team leads, and senior software engineers. From the collected data from interviews, they

created an initial model of configuration. Their initial model includes seven dimensions

with 32 values. In the second step, they analyzed two related academic publications to

their study to validate their results and complete their model. As a result, they found one

additional dimension and 15 new values. In the last step, to verify the applicability of their

developed model and find gaps in the area, they applied their model to 16 academic publi-

cations that involve configuration options. Some of their dimensions are overlapped with
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themes in Meinicke et al. (11).

The two discussed related work in this subsection (11; 12) are the basis of our studies in

Chapters 5 and 6.

2.2.4 Frameworks for Structuring Families of Research

Williams et al. (37; 38) proposed an evaluation framework for researchers and practitioners

to express concretely the Extreme Programming (XP) practices that the organization has

chosen to adopt and modify, as well as the outcomes of those practices. Williams et al.

showed the necessity of using this framework to enable a meta-analysis for a combining

family of case studies on XP, and categorize empirical studies into a body of knowledge.

Morrison (39) proposed a Security Practice Evaluation Framework (SP-EF) to collect

software development context factors, practice adherence, and security outcomes. They

showed using SP-EF, researchers and practitioners can compare security practices across

publications and projects and evaluate security practices.

Runeson et al. (40) explained that using a theoretical framework to design case study

research in software engineering makes the context of the research clear, helps researchers

to conduct the study, and build upon the results.

A family of research can benefit from a framework or common terminology to enable

meta-analysis. Hence, following fellow researchers (37; 38; 39; 40), in Chapters 5 and 6,

we propose an extended model of software configuration, guidelines for researchers to

document context variable in their software configuration research studies, and do a meta-

analysis on software configuration family of research.
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CHAPTER

3

SOFTWARE DEVELOPMENT WITH

FEATURE TOGGLES

3.1 Motivation

In 2012, developers in Knight Capital Group, an American global financial services firm,

updated their automated, high-speed, algorithmic router which inadvertently repurposed a

feature toggle, activating functionality which had been unused for 8 years. Within 2 minutes,

developers realized the deployed code behaved incorrectly but took 45 minutes to stop

the system. During that time, Knight Capital lost nearly 400 million dollars, which caused

the group to go bankrupt (41). As illustrated, using feature toggles without following good

practices can be detrimental to an organization.

The goal of this research study is to aid software practitioners in the use of practices to

support software development with feature toggles through an empirical study of feature

toggle practice usage by practitioners. Software practitioners prefer to learn through the

experiences of other software practitioners (18). As such, our study obtains practice usage

from practitioners.
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1. Searching 
Initial Artifacts

2. Identification of 
Practices and 
Categories

3. Searching 
Company-specific 

Artifacts

4. Extraction of 
Practice Usage 

5. Follow-up 
Survey

6. Analysis of Usage 
Frequency of 

Practices

Company-specific Yes

New artifacts
Yes

Figure 3.1: The research methodology.

We state the following research question with two sub-research questions:

RQ1 How do software practitioners use feature toggles in industry?

RQ1.1 (Identification): What are the feature toggle practices that software practitioners

use?

RQ1.2 (Frequency): How frequently are feature toggle practices used?

3.2 Research Methodology

We describe the steps of our methodology to answer the research questions. Our method-

ology has six steps, as shown in Figure 3.1. We started by searching for an initial set of

peer-reviewed papers and artifacts from the grey literature related to our study scope in

Step One. In Step Two, we identified and categorized practices found in this literature,

analyze the quality of grey literature artifacts, and calculate the level of confidence for

identified practices. In Steps Three and Four, we iteratively searched for grey literature

related to specific companies and extract the usage of identified practices. Then, we sent a

survey to practitioners in Step Five. Finally, in Step Six, we analyzed the usage frequency

of practices and compare practices, if possible. Each of these steps from Figure 3.1 will be

explained in detail in the following sub-sections.

3.2.1 Step One: Searching Initial Artifacts

The first step in our research methodology in Figure 3.1 is to use a keyword search in the

Google search engine to identify grey literature and in Google Scholar to find peer-reviewed

papers. We used the following search terms: ‘feature toggle’; ‘feature flag’; ‘feature switch’;
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... We can also apply a Lean 
approach to reducing inventory, 
placing a limit on the number of 
feature flags a system is 
allowed to have at any one time. 
Once that limit is reached...

...They drastically reduced and 
limited the number of feature 
toggles that are allowed to be 
active at the same time...

Limit the number of 
feature toggles 

...It is a good idea is to use 
special branches to manage the 
cleanup of flags. So right when 
you introduce a new feature 
flag, you create a cleanup 
branch that removes all the 
flags and submit a pull request 
for it...

 Create a cleanup 
branch 

Clean-up 
practices

Text Codes

Placing a limit on the number 
of feature flags

Limited the number of 
feature toggles

Create a cleanup branch

Practices Similarities Categories

Cleaning up feature 
toggles

Figure 3.2: An example of using the open coding technique.

‘feature flipper’; and ‘feature bit’. These search terms were obtained from Fowler’s blog post

(8).

Selecting the related peer-reviewed papers and grey literature artifacts is done by two

researchers. For grey literature, reviewing all the results of each search in the Google search

engine was infeasible. The most relevant links are provided earlier in the Google search

engine. We reviewed the first 10 pages of the results of each search to select the most relevant

links. To determine if a link is related to the scope of our research, we read the article by

looking for the search term and read 2–3 sentences before and after the search term in the

text. For videos, we kept all the links and analyzed them in Step Two of the methodology. In

the relevant grey literature artifacts, we used a snowballing approach (42). We clicked on

links and the references to other feature toggle resources found in the artifact, and we read

the papers, articles, or watched the videos. For peer-reviewed papers, we checked the titles

of search results and kept those that were related to our topic. We used the snowballing

approach for peer-reviewed papers. We checked the references and selected the related

ones. In the rest of the chapter, we use the term “artifacts” to refer to the set of “peer-reviewed

papers and grey literature artifacts”. The time of the publishing of all collected artifacts is

before June 2019. Some collected artifacts in Step One were company-specific artifacts that

were often written by a release manager or developer, referencing feature toggle usage at a

specified company. We used these company-specific artifacts in Step Two and Step Four.
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3.2.2 Step Two: Identification of Practices and Categories

The grey literature and peer-reviewed papers found in Step One were used to identify feature

toggle practices. We analyzed the artifacts using an open coding technique, a technique to

analyze textual data by coding (i.e. labeling) concepts and identifying categories based on

the similarity and dissimilarity of codes (43). First, we took notes from the videos. Then, we

coded the suggested recommendations, experiences, and implementation details about

using feature toggles mentioned by practitioners in the textual artifacts and the notes of

videos. The coding of the artifacts was done by two researchers.

After the identification of practices, we observed similarities and dissimilarities between

practices. We put practices with similarities into one category based on an open coding

technique and found four categories. We give an example of using open coding with a

sample of our data in Figure 3.2. In this figure, three paragraphs from three artifacts are

shown and codes are assigned to them. The codes of the two first paragraphs pointed to the

same concept so we grouped them as “Limit the number of feature toggles”. The last code is

changed to “Create a cleanup branch” practice. The similarity between these two extracted

practices is pointing to cleaning up feature toggles, so the two practices are grouped as

“Clean-up practices”. The result of this step is the answer to the first sub-research question

(RQ1.1-Identification). Step One and Step Two of the methodology were done iteratively.

The snowball approach was terminated when we did not identify any new practices and

did not find any new artifacts.

After identification of practices from artifacts, we specified a “Level of confidence” for

each practice which was used to quantify our confidence in the quality, correctness, and

importance of the identified practices. We used the quality assessment checklist of grey

literature for software engineering provided in (1) and shown in Table 3.1. Following their

example, each of the 20 questions is assigned a score of 1, 0.5, or 0, so the highest score

would be 20. We assigned a score of 20 to peer-reviewed papers.

Table 3.1: The quality assessment checklist of grey literature for software engineering
adapted from (1).

Criteria Questions Notes

Authority of

the producer

Is the publishing organization rep-

utable?

The authorship is attributed

to an organization.

Is an individual author associated

with a reputable

The authorship is attributed

to an individual author(s).
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Table 3.1 (continued).

Has the author published other works

in the field?

Having other grey literature

in the area.

Does the author have expertise in the

area?

Having experience in the

area.

Methodology

Does the source have a clearly stated

aim?

Having clear related subject.

Does the source have a stated

methodology?

Having a structured flow for

discussion.

Is the source supported by authorita-

tive, contemporary references?

Having any references.

Are any limits clearly stated? Pointing to at least one re-

lated limitation.

Does the work cover a specific ques-

tion?

Covering the concept of fea-

ture toggles.

Does the work refer to a particular

population or case?

Related to feature toggles.

Objectivity

Does the work seem to be balanced

in the presentation?

Discussing the subject from

different views.

Is the statement in the sources as ob-

jective as possible?

Including enough evidence.

Is there vested interest? Unbiased to any organiza-

tion’s tool.

Are the conclusions supported by the

data?

Having a reasonable conclu-

sion.

Date Does the item have a clearly stated

date?

Including date.

Position

w.r.t. related

sources

Have key-related grey literature or

formal sources been linked to/dis-

cussed?

Having at least one of the key

grey artifacts of the area.

Novelty
Does it enrich or add something

unique to the research?

Including any valuable data

for the research.
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Table 3.1 (continued).

Does it strengthen or refute a current

position?

Supporting any valuable

data for the research.

Impact Normalize the Number of backlinks,

Number of social media shares into a

single metric

For backlinks: https://
www.seoreviewtools.com/
valuable-backlinks-
checker/ , For social

media share: http:
//www.sharedcount.com/

Outlet type

• 1st tier grey literature (measure=1):

High credibility: Books, magazines,

theses, government reports, white

papers

• 2nd tier grey litera-

ture(measure=0.5): Moderate

credibility: Annual reports, news

articles, presentations, videos, Q/A

sites (such as StackOverflow), Wiki

articles

• 3rd tier grey literature(measure=0):

Low credibility: Blogs, emails,

tweets

Assign score based on the

type of artifact.

To specify the level of confidence, we combined two factors for each practice as shown

in Table 3.2: (1) The average quality of the artifacts that the practice is mentioned in; and

(2) The number of artifacts that point to the practice. We defined four levels of confidence:

High, Moderate-High quantity, Moderate-High quality, and Low. In Table 3.2, the range for

the average quality score of artifacts is between 0 and 20. We divided this range into 2 equal

width ranges. The number of artifacts analyzed in this step is 66, and we divide the range

of 0 to 66 into 2 equal width ranges. The numbers in front of each level of confidence are

the number of practices that fell into the category. Moderate-High quantity is used when

the practice is mentioned in more than half of the artifacts but the average quality of the

artifacts is lower than the selected threshold which is 10. Moderate-High quality is used
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Table 3.2: The level of confidence. The number in parenthesis of each level is the number
of practices that fell into the category.

Number of artifacts Average quality score of artifacts
[0,10) [10,20]

[0,33) Low (0) Moderate-High quality (16)
[33,66] Moderate-High quantity (0) High (1)

when the practice is mentioned in less than half of the artifacts but the average quality of

the artifacts is more than the threshold. We will refer to this table in Section 3.3.1.

3.2.3 Step Three: Searching Company-specific Grey Literature

Some artifacts collected in Step One were company-specific artifacts. Additionally, some

artifacts contained a list of companies that use feature toggles. From these artifacts, we

obtained a list of companies that use feature toggles in their development cycle. Additional

searches were conducted to collect more artifacts related to feature toggles from these

specific companies. We used the search strings in the following format: “[company name]

[feature toggle term]” where company name represents the name of the company; and

feature toggle term is a search term for “feature toggle,” as defined in Step One. For each

combination of company name and feature toggle term, a search string was applied to

collect as many artifacts as possible. These strings were searched by using both the Google

search engine and search feature found within a company’s blog. We looked at the first 10

pages of the Google search engine result and all of the results in the company’s blogs. If

a company uses a feature toggle management system named by an artifact, we also used

that system’s name instead of the “feature toggle term” in a search string. For example,

Facebook uses Gatekeeper for feature toggle management (44). We used Gatekeeper instead

of “feature toggle term” as well as search terms for feature toggle in the search for Facebook.

3.2.4 Step Four: Extraction of Practice Usage from Company-specific

Artifacts

We analyzed the company-specific grey literature artifacts collected in Step One and Step

Three to determine which practices identified in Step Two are used by the companies,

as mentioned in the artifacts. If a practice was not clearly mentioned, a second person
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analyzed the artifact, and then we made a decision if the company used the practice or not.

Step Three and Step Four in Figure 3.1 were performed iteratively and repeatedly if new

artifacts for a company were found in Step Four.

3.2.5 Step Five: Conducting Survey

After extracting practice usage by the companies, we observed that our results were not

complete. For instance, some of the identified feature toggle practices were not mentioned

in any of the company-specific artifacts. Besides, we were interested to know about the

status of usage of feature toggles in the industry. So, we conducted a survey to obtain more

information about feature toggle practice usage.

Contact information of company employees was gathered by collecting social media

accounts and email addresses of named individuals associated with company-specific

artifacts found in Steps One and Three. We also found contact information of managers/de-

velopers in companies that we knew were using feature toggles based upon Step One, even

though we did not find company-specific artifacts for them in Step Three. We requested

each practitioner to complete the survey. We contacted the practitioners by email where

email was available and by social media if email addresses were not found. We sent the

survey to 45 practitioners and got 20 responses for a response rate to the survey of 44%.

The survey has 11 questions and is presented in the Appendix A. On average, each

practitioner needed approximately 5 minutes to answer all questions. We used Likert scale

options (45) for the 12 practices for which Likert scale options can be used. We provided

five options in the survey for each practice to specify how much the survey respondents use

the practice: Always, Mostly, About half of the time, Rarely, and Never. For the remaining 5

practices, we provided practice-specific answer options.

3.2.6 Step Six: Analysis of Usage Frequency of Practices

We analyzed the information from Step Four (analyzing company-specific artifacts) and

Step Five (survey) to find the frequency of usage of each identified practice in the industry to

answer RQ1.2. We integrated the result of Step Four and Step Five and report the frequency

of usage of feature toggle practices. In addition, we reviewed all the artifacts (including

initial artifacts and company-specific artifacts) and record any comparison made between

practices in artifacts in this step.

20



Design Implementation Existence Clean-upDecision

Developer
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Figure 3.3: The lifecycle of a feature toggle, adapted from (3).

3.3 Results

Based on (3), we propose the lifecycle of a feature toggle as shown in Figure 3.3. The first

phase is Decision when the development team decides if the usage of a feature toggle is

necessary for their situation. When the development team decides to use a feature toggle,

the second phase is Design in which the details of the feature toggle are determined, such

as the type of the toggle, the possible values of the toggle, and/or the name of the toggle.

The third phase is Implementation which includes adding the designed feature toggle to

the code. The fourth phase is Existence, in which the toggle exists in the code and/or is

updated. The fifth phase is Clean-up in which the toggle is removed from the code. For

each identified practice, in Section 3.3.1, we will specify the lifecycle phases covered by the

practice.

In the rest of this section, we present the results of the research methodology. Section

3.3.1 provides the answer to RQ1.1-Identification, and Section 3.3.2 provides the answer to

RQ1.2-Frequency.

3.3.1 Feature Toggles Practices

We found 66 artifacts including 10 peer-reviewed papers, 41 blog posts and online articles,

and 15 videos in Step One. Of the 10 peer-reviewed papers, 9 papers (6; 44; 46; 47; 48; 49;

50; 51; 7) identify practices and are discussed in this subsection. The remaining paper

(29), as discussed in the Related Work (Section 2.2), listed 11 companies that use feature

toggles in their development cycle (29). We used this list of companies in Step Three of our

methodology to find company-specific artifacts that are used in Section 3.3.2. From these 66

artifacts, we identified and categorized 17 practices in Step Two. We found four categories of

practices: Management practices (6), Initialization practices (3), Implementation practices
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(3), and Clean-up practices (5). We describe the 17 practices in their categories in the rest

of this section.

The level of confidence of each identified practice is calculated as we described in Step

Two of the methodology in Section 3.2. The range of scores for quality assessment of grey

literature artifacts is from 9.5 to 17. The number of practices that fell into each level of

confidence is shown in Table 3.2. “Use management systems” is the only practice in High

level, all the rest practices are in Moderate-High quality level.

Some of the practices are related to other practices. For example, following one of

the practices may help following another practice. We determined the relation between

practices based on the effects of using them. Related practices are summarized in Table 3.3.

For each practice, we explain the practice using the following structure:

1. Description: The explanation of the practice.

2. Goal: The goal of following the practice.

3. Examples: The example(s) from the 38 companies listed in Table 3.5 and practitioner’s

experiences about following or not following the practice.

4. Covered phases in the lifecycle: The phase(s) in which the practice would be used, as

shown in Figure 3.3.

5. Comparative practices: The list of practices that could be compared with the practice

(because of the same goal). Practices in the Clean-up category are the only practices

that could be compared to each other. So, practices in other categories do not have this

bullet in their structure.

6. Generalizability: A categorization of whether the practice is generally to software engi-

neering (SE); common with configuration options (C) as identified in (4) and discussed

in Section 2.2; or feature toggle-specific (F).

Management Practices (6)

Management practices are practices that are performed by development team members to

make decisions about how to use feature toggles.

Mg1: Use management systems:

Description: Management systems help companies to create, use, and change the value

of feature toggles. Using feature toggle management systems helps to overcome technical

debt and manage the added complexity (52). Feature toggle management systems can

have a dashboard that helps team members to see the list of feature toggles and their
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current values. Team members can add new feature toggles or change the values of the

toggles if they have permission. Management systems are connected to the code, and

the changes impact the running system immediately. Management systems can be open-

source or closed-source. Organizations may create their own feature toggle management

system.

Goal: To manage creating and updating feature toggles in a centralized system.

Examples: Facebook uses the Gatekeeper toggle management system (44). Alternatively,

companies can use third-party management systems, such as LaunchDarkly1 and Split2.

As an example, Behalf3 and CircleCI4 use the LaunchDarkly feature toggle management

system. Envoy5 uses Split’s feature toggle management system.

Covered phases in lifecycle: Design, Implementation, Existence, and Clean-up.

Generalizability: (C). Sayagh et al. (4) recommend the adoption of existing configuration

frameworks.

Mg2: Document feature toggle’s metadata:

Description: Through the documentation of feature toggles, practitioners record the

feature toggle’s information e.g. the owner of the feature toggle; the current status (to

remove untriaged, keep, removed); the time of its creation; and any notes.

Goal: To enable practitioners to have access to the feature toggles’ metadata at any time.

Examples: Google has a spreadsheet with a list of feature toggles, the owner, toggles’

status, and notes about toggles that are used in the Chromium project (53). However, this

spreadsheet has only changed three times in 2018 and three times in 2019. The developers

may have moved on to use a new tool for documenting feature toggles’ metadata.

Covered phases in lifecycle: Implementation, Existence, and Clean-up.

Generalizability: (SE(54)/C). Sayagh et al. (4) listed “Comprehension of Options and

Values” and “Configuration Knowledge Sharing” as two configuration option activities.

The concept behind these two activities is similar to documenting the feature toggle’s

1https://launchdarkly.com/
2https://www.split.io/
3https://www.behalf.com/
4https://circleci.com/
5https://envoy.com/
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metadata.

Mg3: Log changes:

Description: Tracking changes that are made on feature toggles. By logging, the informa-

tion of who changes which toggle and when is recorded (55).

Goal: To document traceability of actions for creating, updating, and deleting toggles

and their values.

Examples: Split’s feature toggle management system has the ability to log changes of the

feature toggles (56).

Covered phases in lifecycle: Implementation, Existence, and Clean-up.

Generalizability: (SE (54)/C). In (4) having “Right Granularity of Execution Logs” is one

of the recommendations, so logging changes are recommended for configuration options.

Mg4: Determine applicability of feature toggle:

Description: Before the design and implementation of a feature toggle, the development

team should determine if a feature toggle should be used. Using feature toggles adds

more decision points to the code which adds more complexity to the code and requires

attention to remove toggles when the initial use is completed.

Goal: To make an explicit decision on the creation of a toggle that may reduce the number

of feature toggles in a codebase.

Examples: Different companies have different approaches to making decisions. For ex-

ample, all new features in GoPro have feature toggles6. However, practitioners in Finn.no,

the largest online marketplace in Norway, avoid using feature toggles if they do not need

the toggle (57).

Covered phases in lifecycle: Decision.

Generalizability: (F).

Mg5: Give access to team members:

6 https://bit.ly/2ISi1ye
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Description: Through this practice, permission to change values of feature toggles is

granted to team members in addition to developers using the feature toggle management

system.

Goal: To prevent feature toggle management bottleneck.

Examples: If all team members, such as Q&A team members, have access to feature

toggles, they can change a toggle status in case of a problem (55). For instance, Instagram

gives access to its feature management system to the product managers and sales team

(58).

Covered phases in lifecycle: Design, Implementation, and Existence.

Generalizability: (SE).

Mg6: Group the feature toggles:

Description: Grouping similar feature toggles.

Goal: To enable the assignment of access to groups of feature toggles to teams or team

members (55); to simplify management of dependent toggles (3); or to turn on or off

feature toggles related to a part of the system at the same time.

Examples: Practitioners in GoPro have a two-level toggle hierarchy: simple feature toggles

and higher-level feature toggles(59).

Covered phases in lifecycle: Design, Implementation, and Existence.

Generalizability: (SE).

Initialization Practices (3)

Initialization practices are used to make decisions about the design of the feature toggle

before its creation.

I1: Set up the default values:

Description: Default values for each feature toggle are set in case assigned values are not

found or do not exist.

Goal: To mitigate unwanted behavior of the feature toggle.

Examples: At Lyris, feature toggles without values are automatically turned off (60).

Covered phases in lifecycle: Design and Implementation.
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Generalizability: (SE/C). Sayagh et al. (4) mentioned that the selection of the “right”

default value for configuration options is a challenge.

I2: Use naming convention:

Description: Having predefined naming rules for feature toggles.

Goal: To establish naming conventions, particularly to make the intention of the toggle

self-documented.

Examples: Having the naming convention has several benefits. First, understanding the

purpose of using the toggle is useful (60), i.e. if the owner of the code is changed, the new

owner can understand the usage of the toggle easily if the name of the toggle reflects its

usage. An example of Lyris toggles is “ct.enable_flex_cache_inspector’ and the purpose of

using the toggle is clear based on its name (60). Second, the use of a naming convention

reduces the likelihood of multiple toggles with the same names even by different teams

by following naming conventions (55). Third, adding the type of the toggle as a prefix in

its name can help with the management of the toggles (61). For instance, if the feature

toggle is a short-lived toggle, like release toggles, the developer will get a signal from the

name of the toggle that the first intention of using the toggle was a short-term use and will

plan to remove it. For instance, In InVision, long-lived toggles have the “OPERATIONS-”

prefix (62). Developers in this company also add the JIRA ticket number to the name of

the feature toggle to make the purpose of using the toggle and the responsible team to

remove the toggle clear. If a “RAIN-123-release-the-kraken” is the name of the toggle, it

is clear that the toggle is related to JIRA ticket RAIN-123, and the responsible team for

clean-up the feature toggle is the Rainbow team (63).

Covered phases in lifecycle: Design and Implementation.

Generalizability: (SE(64)/C). O(4) one of the challenges of using configuration options is

“meaningless Option Names”. The authors listed the “Explicit Option Naming Conven-

tion” as a recommendation to overcome the challenge which is similar to use naming

convention practice.

I3: Determine the type of the toggle:

Description: With this practice, the type of toggle is specified using the toggle types

mentioned in Section 2.1. The implementation and management of each type of the five
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toggle types are different.

Goal: To aid in quality management of a toggle’s implementation and to enable the plan

to remove the toggle on time based on the type of the toggle.

Examples: The author in (65) points to naming short-lived toggles with the prefix of

“temp-” in their name. The identification of short-lived toggles can be useful in limiting

the number of toggles (66).

Covered phases in lifecycle: Design and Implementation.

Generalizability: (F).

Implementation Practices (3)

Implementation practices are related to implementation details of feature toggles.

Im1: Type of assigned values:

Description: Companies use three different ways to assign values to toggles. One way is

to assign a string to feature toggles. The second way to assign values is to assign Boolean

values to feature toggles. When the value is true, the toggle is enabled (67). The third way

is to assign multivariate values, such as when the toggle captures user experiences.

Goal: To help practitioners to choose an appropriate type of the values for feature toggles

in their system.

Examples: For instance, one of the feature toggles in Google Chrome project is kDisable-

Flash3d[] = “disable-flash-3d”. If the value of the feature toggle is set then the toggle is

enabled (6). As another example, Rollout7 provides multivariate toggles, for instance, a

toggle can accept “Red”, “Blue”, and “Yellow” as its value.

Covered phases in lifecycle: Design and Implementation.

Generalizability: (C). Sayagh et al. (4) provide the “Using Simple Option Types” recom-

mendation which mentioned string and Boolean types for configuration options. This

recommendation has partially overlapped with the current practice.

Im2: Ways of accessing the values:

7https://rollout.io/
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Description: We identified three ways development teams access the values of feature

toggles. First, the feature toggles could be primitive variables, hard-coded into the pro-

gram. Second, toggles could be objects and the object has a method to determine the

value of the toggle (e.g. myToggle.isActive()). Third, toggles could be accessed through a

manager object. Managers map key/value pairs to return the value.

Goal: To help practitioners to choose an appropriate way of accessing the values in their

system.

Examples: Figure 2.1 is an example of direct access to the values. We found implemented

libraries in GitHub which use a method from toggle object, such as rollout8. LaunchDarkly

is an example of using manager objects to access feature toggle values.

Based on the experience of the practitioner in (68), having a class of toggles and checking

the value of the toggle using isEnable() function of the class is better than checking the

primitive variable of a string name of the toggle. Having feature toggle objects helps

to refactor toggles same as the other parts of the code and find every usage of it easily.

The practitioner (69) also points to the fact that using objects of feature toggles is better

than strings because of getting compile error on all places a feature toggle is used after

removing the toggle. The same comparison is mentioned in (70): “Toggles should be real

things (objects) not just a loosely typed string. This helps with removing the toggle after

use: 1) Can perform a ‘find uses’ of the Toggle class to see where it’s used, and 2) Can just

delete the Toggle class and see where build fails.”

Covered phases in lifecycle: Design and Implementation.

Generalizability: (SE (64)).

Im3: Store type:

Description: The list of feature toggles and their values can be stored in one of two ways:

file storage and database storage. In file storage, the values of feature toggles are stored in

one or multiple configuration files(6). In database storage, the values of feature toggles are

stored in databases, such as Redis (67) or SQL (70). In addition, some companies “use a

third-party service” to fetch values of the feature toggle. If they use a feature management

system, they fetch the values of feature toggles from the management system.

8https://github.com/fetlife/rollout

28



Goals: To store the values of feature toggle in an appropriate way, based on the advantages

and disadvantages of each store type.

Examples: Based on the article (22), when practitioners use configuration files to save the

feature toggle values, they may need to redeploy the application after each value update

to get the reflection of the updated value. In addition, when a system is on a large scale, it

is hard to manage feature toggles using configuration files and it is hard to make sure the

consistency of configuration files on different servers. So the practitioner recommends

using some sort of database to store the value of feature toggles.

The practitioner in (67) is also made the same comparison in his article: “ A more dynamic

approach is to store the feature configuration in either an ephemeral or permanent

storage, like Redis or your database, respectively. Assuming your code continuously

checks feature flags at runtime, all it takes is changing a value in the central configuration

service and it can have an immediate effect on the running application without requiring

a restart.”

The article (71) points to the same comparison: “ Release and Experiment toggles are

likely to be set at deployment time, so from a running application perspective they

are static settings ... However, Ops and Permission toggles are dynamic and need to be

configurable at run time, so you might want to store them in a database of some sort.”

The same concept is mentioned in (3) and (69) as well.

Dropbox uses configuration files and database together(72). They explain the reason for

using both ways. Because of having a large number of production servers, they prefer

using a database instead of using configuration files. However, this may create a huge

number of fetches against the database and the database will be the single point of the

failure even if they have a caching system. So, they come up with a combination of both

ways. A JSON file is shared between all the production servers and contains the value

of feature toggles. If this JSON file is not accessible for any reason, the feature toggle

management system has the ability to access the database directly. This example shows

the advantages and disadvantages of using each way of storing the values of feature

toggles.

Covered phases in lifecycle: Design and Implementation.

Generalizability: (C). “Managing Storage Medium” activity form (4) is similar to this

practice. Moreover, one of the challenges in (4) is “Storage media Impact Performance”

which is really similar to the practitioners’ experiences we provided for this practice.
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Clean-up Practices (5)

Following the clean-up practices helps practitioners to remove their feature toggles on time

and manage the complexity of using feature toggles.

C1: Add expiration date: This practice is followed using one of the following three pro-

cesses:

• C1.1: Time bombs:

Description: If the toggle exists after its expiration date, a test fails or the application

does not start, which causes a developer to remove the toggle (22), (73), (66). The

expiration date is the latest possible date in which the developers should remove the

toggle from the code. Using this practice forces practitioner to remove a toggle by the

determined expiration date.

Goal: To remove unused toggles.

Examples: We did not find any specific examples in company-specific artifacts. How-

ever, the practitioner in (66) says: “(Time bomb) is very extreme and I wouldn’t recom-

mend doing (it). I think a lot of organizations would not be comfortable with doing

that, it does force a lot of other things to be good.”

Covered phases in lifecycle: Design, Implementation, and Clean-up. The expiration

date is identified during the design phase, the time bomb is added in the Implementa-

tion phase and the feature toggle is removed in the Clean-up phase.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (F).

• C1.2: Automatic reminders:

Description: Add automatic reminders to remind developers of the deadline for re-

moving feature toggles (73). Using this practice helps practitioners to remember to

remove a toggle by the determined deadline.

Goal: To remove unused toggles.

Examples: Slack has an archival system. When developers want to add a new feature

toggle, they have to specify the date they plan to delete the toggle. If the toggle is not

deleted by the specified date, the developer will get an alert9.

9https://bit.ly/2W4hQUk
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Covered phases in lifecycle: Design, Implementation, and Clean-up.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (SE).

• C1.3: Use cards/tasks/stories for removing toggles:

Description: Add tasks/stories/cards for removing toggles to a Kanban board (or any

other tool that the team uses) (73) or to the developer’s task backlog (22), (66). Using

this practice reminds practitioners of the task of removing a toggle at the expiration

date when the purpose of using the toggle is done.

Goal: To remove unused toggles.

Examples: Developers at Lyris create user stories for removing toggles (60). However,

the practitioner in (66) says about his experience of using this practice:“ I think it can

help but it’s kind of the bare minimum, .. I have spent a lot of time with clients where

the clean-up ticket is just at the very top of the next Sprint’s backlog for like six months.

It’s always like yeah we really should do that the next week and it will be done next

week, but it’s always next week.” Practitioner in (63) has the same experience with

this technique: “ Teams are supposed to create additional “clean-up” tasks in JIRA for

their feature flags such that we don’t lose track of them. The reality, however, is far less

sanitary. Our feature flags tend to pile up and we have to occasionally have a “purge”

of flags that no longer seem relevant.”

Covered phases in lifecycle: Design, Implementation, and Clean-up.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (SE (74)).

C2: Track unused toggles:

Description: With this practice, dead code and unused feature toggles are removed. Based

on the logging system or using documentation, the status of toggles could be monitored.

Developers can use this data to find when the toggle is safe to remove (55). When a toggle

is always on or always off, it should be removed.

Goal: To remove unused toggles.

Examples: DropBox has a static analyzer tool with a service specifically for feature toggles.

The static analyzer tool sends emails to feature toggle owners about removing the toggles

which are not in use anymore (72).
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Covered phases in lifecycle: Implementation and Clean-up.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (F).

C3: Limit the number of feature toggles:

Description: Using this practice the number of alive feature toggles at a time is limited

to control the number of toggles. An alive feature toggle is a toggle that exists in the code

whether it is on or off. By this limitation, practitioners have to remove an unused toggle

to be able to add a new toggle if the number of existing toggles meets the limitation (22),

(66), (47).

Goal: To remove unused toggles.

Examples: We did not find any specific example of using this practice in company-specific

artifacts. The practitioner in (66) says this practice is his favorite practice for removing

feature toggles.

Covered phases in lifecycle: Implementation and Clean-up.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (F). Sayagh et al. (4) point to minimizing the number of configuration

options in the system as one of the recommendations. This recommendation partially

covers the practice of limiting the number of feature toggles. In limiting the feature tog-

gles, developers have to remove a toggle if the limitation is reached but removing is not

mentioned in the recommendation of configuration options. So, we specify the practice

as a feature toggle specific practice.

C4: Create a cleanup branch:

Description: This is the practice of creating a branch to delete the toggle and submitting

a pull request for the branch at the same time as adding a new feature toggle (61), (65).

Using this practice prevents forgetting the deletion of the feature toggle.

Goal: To remove unused toggles.

Examples: We did not find any example of using this practice in company-specific arti-

facts. The author of the (65) says that this practice works pretty well in their team: “The

advantage to managing cleanup this way is that you do the work to remove the flag when
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all of the context is fresh in your mind. At this point, you know all the pieces that get

touched by the change, and it is easier to be sure you don’t forget something .. This is

certainly not the only way to handle this issue, but it seems to work pretty well for our

team.”.

Covered phases in lifecycle: Implementation and Clean-up.

Comparative practices: All the practices in this category (C1-C5).

Generalizability: (SE).

C5: Change a feature toggle to a configuration setting :

Description: This is the practice of keeping feature toggles in the code with changed

functionality. The feature toggle can be changed to admin or user configuration settings.

This technique is used when the development team decides to keep more than one

variant of the feature toggle in the code.

Goal: To remove unused feature toggles.

Examples: Suppose a feature toggle is used for running experiments to see which color

is better for the “buy” button in an e-commerce application. The experimental results

show that the users are happiest when they can control the color of the button. Instead

of deleting the feature toggle, it will be changed to a user configuration setting (75).

Covered phases in lifecycle: Implementation and Clean-up (C1-C5).

Comparative practices: All the practices in this category.

Generalizability: (F).

3.3.2 Usage of Practices in Industry

In Step One, 26 artifacts were company-specific artifacts. In Step Three and Step Four, we

found 43 additional company-specific artifacts. In total, 69 company-specific artifacts from

38 companies were collected. The overlap between initial artifacts and company-specific

artifacts is shown in Figure 3.4. In Step Four, we analyzed these 69 company-specific artifacts

to find which companies use the identified practices. The practices used by each company

are shown in Table 3.5. This table is useful for practitioners because software practitioners

prefer to learn through the experiences of other software practitioners (18), as we mentioned

before.
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Table 3.3: Related practices.

Management Initialization Implementation Clean-up
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M
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en
t Use management systems – ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓

Document feature toggle’s
metadata

✓ –

Log changes ✓ – ✓
Determine applicability of fea-
ture toggle

–

Give access to team members ✓ –
Group the feature toggles ✓ –

In
it

ia
liz

at
io

n Set up the default values ✓ –

Use naming convention ✓ –

Determine the type of the tog-
gle

✓ – ✓

Im
p

le
m

en
ta

ti
o

n Type of assigned values ✓ –

Ways of accessing the values ✓ –

Store type ✓ –

C
le

an
-u

p

Add expiration date ✓ –
Track unused toggles ✓ ✓ ✓ –
Limit the number of feature
toggles

✓ –

Create a cleanup branch –
Change a feature toggle to a
configuration setting

–
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Table 3.4: Feature toggle practices and their usage in the industry

Category (mean of frequencies based on
artifacts, mean of frequencies based on
survey)

Practice Frequency from artifacts
(38 companies)

Frequency from the sur-
vey (20 companies)

Management (42%, 63%)

Use management sys-
tems

32 (84%) 20 (100%)

Document feature tog-
gle’s metadata

25 (66%) 7 (35%)

Log changes 21 (55%) 12 (60%)
Determine applicability
of feature toggle

8 (21%) 16 (80%)

Give access to team
members

7 (18%) 14 (70%)

Group the feature tog-
gles

2 (5%) 7 (35%)

Initialization (25%, 72%)
Set up the default values 22 (58%) 17 (85%)
Use naming convention 5 (13%) 14 (70%)
Determine the type of
the toggle

1 (3%) 12 (60%)

Implementation (66%, 100%)
Type of assigned values
(string, boolean, multi-
variate, more than one)

32 (1 (3%), 7 (18%), 5
(13%), 19 (50%))

20 (1 (5%), 6 (30%), 2
(10%), 11 (55%))

Ways of accessing the
values (primitive vari-
able, objects, managers,
more than one)

28 (0 (0%), 0 (0%), 28
(74%), 0 (0%))

20 (3 (15%), 5 (25%), 3
(15%), 9 (45%))

Store type (file,
database, both, third
party service)

15 (9 (24%), 4 (11%), 2
(5%), - )

20 (3 (15%), 6 (30%), 6
(30%), 4 (20%))

Clean-up (3%, 39%)

Add expiration date
(Time bombs, Auto-
matic reminders, Use
cards/tasks/stories for
removing toggles)

6 (0 (0%), 1 (3%), 5 (13%)) 14 (1 (5%), 4 (20%), 9
(45%))

Track unused toggles 1 (2%) 9 (45%)
Limit the number of fea-
ture toggles

0 (0%) 10 (50%)

Create a cleanup branch 0 (0%) 4 (20%)
Change a feature toggle
to a configuration set-
ting

0 (0%) 2 (10%)
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Company-specific  
Artifacts from 
Step One (26)

Initial Artifacts (66) Company-specific Artifacts (69)

Company-specific  
Artifacts from 
Step Three and 

Four (43)

General  
Artifacts from 
Step One (40)

Figure 3.4: Number of artifacts found in Steps 1, 3 and 4

In Step Five, we conducted a survey to gather additional information about the usage of

feature toggles practices in the industry. We had company-specific artifacts of 38 companies.

Of these 38 companies, we sent out the survey to 36 companies for which we had the con-

tact information for release engineers and/or developers. In addition to these companies,

we identified a list of 20 companies that use feature toggles in their companies. These

companies are mentioned in artifacts as examples of companies that are using feature

toggles but we cannot find company-specific artifacts related to their practice usage. We

found contact information for release engineers and/or developers in 9 of these companies

and sent the link to the survey to them. In total, we sent the survey to 45 companies. We got

20 responses for a response rate to the survey of 44%. These 20 responses are from at least

17 companies. We cannot compute the exact number because three respondents did not

identify their company names.

As mentioned in Section 3.2, we used a Likert scale (45) with five options for 12 of the

17 practices for which Likert scale options can be used. In our analysis, we grouped Always,

Mostly, and About half of the time responses and assumed the companies that selected these

options use the practice. We also grouped Rarely and Never and assumed the company

does not use the practice if the respondents selected one of these two options. The detailed

result of the survey responses on the 12 questions with Likert scale options is shown in

Figure 3.5. For the 5 remaining practices which include all 3 implementation practices

and 2 management practices, survey respondents chose from a list of provided answers

or to add text to an open-ended “other” response. For example, for the “Use management

systems” (Mg1) respondents could choose among open or closed source systems, chose

they did not use a management system, or add any answer to the “other” response. The

survey questions are listed in the Appendix A of the dissertation.
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We use results from analyzing company-specific artifacts and survey responses to an-

swer RQ1.2. The result of the analysis of company-specific artifacts is shown in the third

column and the survey result is shown in the last column of Table 3.4. The frequency of

usage of each practice in both company-specific artifacts and survey results is shown in

this table.

Based on the survey responses, the companies in which the survey respondents work

have been using feature toggles for an average of 4.8 years. Among 20 respondents, 19

respondents use toggles to have gradual rollouts. Nineteen respondents use toggles to

support CI of partially-completed features, and 17 respondents use toggles to perform A/B

testing. Fifteen respondents use toggles to have dark launches.

In the following subsection, we go through each of the categories and highlight the

main findings on the usage of practices. The analysis is based on the survey responses and

company-specific artifacts for each category of practices.

Management Practices

The most used practice is “Use management systems” (Mg1) based on both company-

specific artifacts and survey responses. However, in comparison to configuration options,

Sayagh et al. (4) show that developers do not tend to use existing configuration frameworks.

For the “Determine the applicability of feature toggle” (Mg4) practice, four survey re-

spondents stated that the feature toggle is always added when a new feature is added or any

feature is changed. They do not have any decision-making process for using feature toggles.

In companies where a feature toggle is added for each new feature, there will eventually

be a large number of feature toggles so management and deletion of the toggles are more

critical to prevent increased code complexity and dead code. The “Log changes” (Mg3)

practice enables practitioners to follow the “Track unused toggles” (C2) practice from the

clean-up category as shown in Table 3.3. If a company logs every change made on feature

toggles, tracking unnecessary toggles will be easy.

Initialization Practices

The most used practice in the initialization category based on both company-specific

artifacts and survey responses is “Set up the default values” (I1) based on Table 3.4. The

“Use naming conventions” (I2) and “Determine the type of the toggle” (I3) are next in the

rankings. The usage ranking of the practices in this category is the same in both company-

specific artifacts and survey responses.
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“Determine the type of the toggle” (I3) is a practice that helps practitioners to use the

“Limit the number of feature toggles” (C3) practice in the clean-up category more efficiently,

as shown in Table 3.3. If the type of the toggles is pre-determined, the practitioners have a

list of short-lived toggles as a suggested list of toggles to remove. Instead of checking all of

the toggles, the short-lived toggles could be checked for removal.

Implementation Practices

As shown in the first column of Table 3.4, the mean usage frequencies of implementation

practices is 66% based on company-specific artifacts and 100% based on the survey. This

category of practices is the most used practices in the industry based on our results. When

a company uses feature toggles, the development team implements the code of the feature

toggle including a mechanism to store the values of the toggle, select the type of the assigned

value, and determine how to access the value.

For “Ways of accessing the values” (Im2), the experiences from practitioners in (68), (69)

and (70) as we mentioned in Examples of the practice in Section 3.3.1 reflect the popularity

of using objects among other ways. This can justify the survey’s result, the most used way is

objects (25%). All the survey respondents which use more than one way (45%) use objects

as one of the ways.

For “Store type” (Im3), using a configuration file is more popular than using databases

in the company-specific artifacts; but the survey’s responses indicate that databases and a

combination of configuration files and databases are most used. We allowed respondents

to add their own answers to this question, and three respondents mentioned using a third-

party service, such as to get values from LaunchDarkly servers. However, we did not identify

this option in analyzing company-specific artifacts. We added this new store type to Table

3.4 for the survey responses. As we mentioned the comparisons made between using

configuration files and databases in (22), (67), (71), (3) and (69) in the Examples part of

“Store Type” (Im3) practice, using databases gives the development team more flexibility but

using configuration files is faster. These comparisons from the practitioners’ point of view

can justify different results for the practice based on company-specific artifacts and the

survey. Companies may start with configuration files and after realizing the disadvantages

of it, switch to using a database or a combination of configuration files and databases to

have a fast updating of values.

The difference between usage frequencies of practices based on the artifacts and based

on the survey’s responses shows that companies may change the implementation details
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of feature toggles over time and based on their experiences. Company-specific artifacts

mentioned the feature toggles implementation details at the time of publishing the artifacts,

but the survey’s responses reflect the current implementation details.

Clean-up Practices

Based on the company-specific artifacts and survey responses, the practices of the clean-up

category are the least used category of practices. The mean usage frequency of clean-up

practices is 3% based on company-specific artifacts and 39% based on the survey which is

the lowest frequency category.

We did not find any comparison between “track unused toggles” (C2) and “Change a

feature toggle to a configuration setting” (C5) with the rest of the practices in this category.

Based on the comparisons done by the practitioner for the rest of the practices as we

mentioned in Examples of each practice in Section 3.3.1, “Use cards/tasks/stories for

removing toggles” (C1.3) seems to be not very useful and “Time bombs” (C1.1) imposes

pressure to organizations. However, “Limit the number of feature toggles” (C3) and “Create a

cleanup branch” (C4) are good to follow based on the practitioners’ experiences. Companies

may use more than one of these practices for cleaning up the feature toggles, as we observed

in survey responses.

We have both company-specific artifacts and survey results from twelve companies

shown in Table 3.5. We are able to compare what we found in company-specific artifacts

with their responses to the survey for these twelve companies. For eight companies, there

are discrepancies in survey responses and company-specific artifacts about the type of

assigned values to feature toggles and ways of accessing these values in Implementation

practices. There are no discrepancies found for Clean-up practices, the survey responses

and observations from company-specific artifacts are aligned. Three of the companies do

not have documentation for their feature toggles anymore, based on survey responses. It

could be because of the management systems they have which provide documentation

facilities. One of the companies followed “Determine the applicability of feature toggles”

(Mg4) based on the company-specific artifacts. However, they add a feature toggle for any

new feature now, based on their response to the survey.
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20 15 10 5 0

Change feature toggle to configuration setting

Create a clean-up branch

Limit the number of existing toggles

Track unused toggles

Use tasks/stories/cards for removing

Automatic reminders

Time bomb

Determine type of the toggles

Use naming convention

Set up a default value

Group toggles

Give access to all team members

Log changes

Document feature toggles metadata

Always Mostly About half of the time Rarely Never

0 5 10 15 20

Figure 3.5: Frequency of using the subset of feature toggle practices with the Likert scale
based on the survey

3.4 Recommendations for Practitioners

Acknowledging that teams will not adopt all 17 feature toggle practices, we provide our

prioritization for the use of these practices. We base our recommendation on the frequency

of usage of the practice by other practitioners, the practitioners’ experiences, and the

substantiated benefits of the use of similar practices in other areas of software engineering.

Management Practices

We recommend the use of three of the five management practices:

• The “Use management systems” (Mg1) practice is used to manage the added complexity

and technical debt of adding feature toggles through a separate system. This practice is

the only practice that fell into the High level of confidence in Table 3.2. In addition, as

shown in Table 3.4, all survey respondents use this practice in their development cycle,

and this practice is also the most used practice based on company-specific artifacts.

Moreover, this practice is related to twelve practices, as shown in Table 3.3, indicating
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that using a management system can also help in following other practices.

• The “Determine applicability of feature toggle” (Mg4) practice is the only practice that

covers the Decision phase of the feature toggle lifecycle, as shown in Figure 3.3. Also,

based on the survey results in Table 3.4, this practice is the second most used practice in

this category.

• The “Log changes” (Mg3) practice is a common practice in the software engineering area.

Besides, following this practice help to follow “Track unused toggles” (C2) based on the

related practices shown in Table 3.3.

Initialization Practices

We recommend one of the three initialization practices:

• The “Set up the default values” (I1) helps to mitigate unwanted behavior of the feature

toggles that can have severe impacts on the software system. Moreover, based on the

frequency of usage of practices in Table 3.4, I1 is the most used initialization practice

based on company-specific artifacts and survey respondents.

Implementation Practices

The Implementation category has three practices. Each of the practices provides practi-

tioners with more than one option to choose from for implementing feature toggles. In the

Examples of the practices in Section 3.3.1, the advantages and disadvantages of different

options are provided, which could guide the practitioners in selecting appropriate options

based on their project context. Our recommendations are as follows:

• We recommend the use of Boolean values in the “Type of assigned values” (Im1). In

Table 3.4, using Boolean values is the most used type based on both company-specific

artifacts and survey responses. All the survey responses that use more than one type use

Boolean values as one of the types.

• For the “Ways of accessing the values” (Im2) practice, we recommend having objects of

feature toggles with a method to determine the value of the toggles. Having objects of

feature toggles is more manageable based on the practitioner’s experience, as mentioned

in Section 3.3.1. Based on the survey’s result shown in Table 3.4, using objects is the most

41



used way, and all the survey respondents who use more than one way use objects as one

of the ways.

• Strong Recommendation: For “Store type” (Im3), we suggest the use of a combination

of configuration files and databases. Based on the provided examples for this practice

in Section 3.3.1, using databases gives the development team more flexibility but using

configuration files is faster. The combination of them brings the advantages of both ways.

Clean-up Practices

The common goal of all practices in the Clean-up category practices is to remove feature

toggles when the purpose of using the toggles is accomplished. A practitioner can choose to

use multiple of these Clean-up practices (C1-C5). We recommend two of the five practices:

• Based on the Examples provided for practices in this category, we strongly recommend

following “Limit the number of feature toggles” (C3) and/or “Create a cleanup branch”

(C4) for removing feature toggles. The experiences of practitioners show that these prac-

tices work well for development processes. For “Create a cleanup branch” (C4), the

advantage is that planning to remove the toggle is done when the context of using the

feature toggle is fresh in the developer’s mind, so it is easier to plan for it.

Besides all of our suggestions, the context of the project and the development team’s

culture can affect choosing each one of these practices. Project managers should consider

the context when making decisions about following each practice.

3.5 Limitations

In this section, the limitations of this research study are discussed.

3.5.1 Finding artifacts

In Step One, we used a keyword search based on five keywords to find grey literature and

peer-reviewed papers. We selected artifacts that were related to the use of feature toggles in

software development by reviewing the first 10 pages of the search results. We also followed

links and references to other artifacts in selected artifacts. We may have missed artifacts

because of using the limited keywords and reviewing the first 10 pages of search results.
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In addition, we did not follow a systematic literature review search process to find related

peer-reviewed papers. So, we may have missed peer-reviewed papers.

In Step Three, we searched for company-specific artifacts based on the companies

found in the initial artifacts. Data from companies who have not shared their results on the

Internet are not included in our study.

3.5.2 Identification of Practices and Categories

In Step Two, we did not use any automatic technique or tools to identify practices. We may

have missed some practices which were mentioned implicitly in artifacts.

Another limitation is the lack of specific examples by companies of using feature toggle

practices. Practitioners mentioned most of the practices with no concrete example.

In addition, testing practices are not identified and mentioned in the list of practices.

Testing of the system which has feature toggles has different aspects, such as unit testing

of feature toggles, testing all combinations of feature toggles enabling and disabling, and

testing dependent feature toggles. Another study should be conducted to cover testing

concerns and practices when a development team uses feature toggles.

3.5.3 Extraction of Practice Usage from Company-specific Artifacts

In Step Four, we reviewed company-specific artifacts to extract feature toggle practices

usage. If the practice was not mentioned in the artifacts, we cannot conclude that the

company does not use the practice. To overcome this limitation, we conducted a survey to

gather more information about the usage of feature toggle practices in companies.

3.5.4 Conducting Survey

In Step Five, we found contact information of individuals associated with company-specific

artifacts or who were release managers or developers of the companies. The contact in-

formation for some of the individuals could not be found or was old and out of date. To

overcome this limitation, we found contact information of current development team mem-

bers, such as release managers or developers of the companies, using company websites or

social media pages, such as LinkedIn. Additionally, the small sample size of the survey was

a limitation.
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3.6 Conclusion

Feature toggles are a technique often used by companies who practice CI/CD to integrate

partially-completed features into the code, conduct a gradual rollout, and/or perform

experiments. However, the development practices used by these organizations have not

been enumerated in prior research. We performed a qualitative analysis of 99 artifacts from

grey literature and 10 peer-reviewed papers. We identified 17 feature toggle practices in

four categories: Management practices (6), Initialization practices (3), Implementation

practices (3), and Clean-up practices (5). We also quantified the frequency of usage of these

identified practices in the industry by analyzing company-specific artifacts and conducting

a survey.

The most popular practice in each category is consistent across the company-specific

artifacts and survey responses. We observed that all of the survey’s respondents “Use a

management system” (Mg1) to create and manage feature toggles in their code. “Document

feature toggle’s metadata” (Mg2), “Log changes” (Mg3), and “Set up the default values”

(I1) are three additional highly-used practices in the industry based on company-specific

artifacts. The least used category of practices is Clean-up practices, even though cleaning

up the feature toggles helps with managing the added complexity to the code and removing

dead code. Inattention to removing feature toggles can cause severe problems, such as

what happened to Knight Capital Group.
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Table 3.5: 38 Companies and their usage of identified practices from company-specific
artifacts
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Airbnb ✓ ✓ ✓ ✓ ✓
Apiary ✓ ✓ ✓ ✓ ✓ ✓ ✓

AppDirect ✓ ✓ ✓ ✓ ✓ ✓
Behalf ✓ ✓ ✓ ✓ ✓ ✓

CircleCI ✓ ✓ ✓ ✓ ✓ ✓ ✓
Checkr ✓ ✓ ✓ ✓ ✓

commercetools ✓ ✓ ✓ ✓ ✓ ✓
Domain ✓ ✓ ✓ ✓

DropBox ✓ ✓ ✓ ✓ ✓ ✓
Envoy ✓ ✓ ✓ ✓ ✓ ✓ ✓

Etsy ✓ ✓ ✓ ✓ ✓ ✓
Facebook ✓ ✓ ✓ ✓ ✓
FINN.no ✓ ✓ ✓ ✓ ✓ ✓ ✓

Flickr ✓ ✓ ✓ ✓
GoPro ✓ ✓ ✓ ✓ ✓ ✓ ✓

Google Chrome ✓ ✓ ✓ ✓ ✓
IBM ✓ ✓ ✓

Instagram ✓ ✓ ✓ ✓ ✓ ✓
InVision ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓ ✓

Librato ✓ ✓ ✓ ✓
Lyris ✓ ✓ ✓ ✓ ✓

Main Street Hub ✓ ✓ ✓ ✓ ✓ ✓
Microsoft ✓ ✓ ✓ ✓ ✓ ✓ ✓
Outbrain ✓ ✓
Pinterest ✓ ✓ ✓ ✓ ✓ ✓

Rally Software ✓ ✓
Reddit ✓ ✓ ✓ ✓ ✓ ✓

Slack ✓ ✓
Soluto ✓ ✓ ✓

Surfline ✓ ✓ ✓ ✓ ✓ ✓ ✓
ThoughtWorks ✓ ✓ ✓ ✓ ✓ ✓

thredUP ✓ ✓ ✓ ✓ ✓ ✓ ✓
Travis-CI ✓ ✓ ✓

Twilio ✓ ✓ ✓ ✓ ✓ ✓
Upserve ✓ ✓ ✓ ✓ ✓ ✓ ✓

Visma ✓ ✓
WePay ✓ ✓ ✓ ✓ ✓ ✓

Wix ✓ ✓ ✓ ✓ ✓ ✓
Total (38) 32 25 21 7 8 2 22 5 1 32 28 15 2 6 0 0 0
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CHAPTER

4

HEURISTICS AND METRICS FOR

STRUCTURING FEATURE TOGGLES IN

SOURCE CODE

4.1 Motivation

Developers may follow certain structures to incorporate feature toggles in their code. As an

example, checking the value of a feature toggle could be done through different structures.

One structure is to check the value of all feature toggles through one method. As an alterna-

tive, each feature toggle could have its own specific method to check the value of that toggle.

So, even a simple task of checking the value of feature toggles could be structured in more

than one way. Feature toggles structured incorrectly could result in technical debt (76; 10).

Thus, arises a need for guidelines on how to structure and manage toggles. The goal of

this research is to aid software practitioners in structuring feature toggles in the codebase by

proposing and evaluating a set of heuristics and corresponding complexity, comprehensibil-

ity, and maintainability metrics based upon an empirical study of open source repositories.
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Software practitioners prefer to learn through the experiences of other practitioners (18).

To address the goal, we systematically study feature toggle usage in open-source software

repositories, and

1. develop heuristics, (FT-heuristics), to guide the structuring of feature toggles; and

2. propose metrics, (FT-metrics), to support the heuristics.

Accordingly, we state the following research question with three sub-research questions:

RQ2 How feature toggles are structured in the code?

RQ2.1 (heuristics): What heuristics can be used to guide the structuring of feature tog-

gles in a codebase?

RQ2.2 (metrics): What metrics can be used to measure the effect of incorporating pro-

posed heuristics in the codebase?

RQ2.3 (survey and case study): To what extent do the practitioners incorporate the

heuristics, and how the metrics are related to those heuristics?

4.2 Methodology

Figure 4.1 summarizes our two-phase method to develop the FT-heuristics and FT-metrics

and the resulting dataset. Phase 1 addresses RQ2.1 and RQ2.2, and Phase 2 addresses RQ2.3.

4.2.1 Dataset–Repositories

We analyzed GitHub repositories that incorporate feature toggles. First, similar to Meinicke

et al. (14), we searched GitHub repositories for the keyword “feature toggle”. Our search date

was 23-May-2019. GitHub categorizes search results into different categories. We inspected

the search results in the following categories:

1. Repositories,

2. Code,

3. Commits, and

4. Issues.

After inspecting the first 10 results in each category, we found that the results in the “Com-

mits” category was the most appropriate for our study. GitHub search skips forks by default,

so the commits of the forked repositories are excluded automatically. Including forks could
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Phase 1: Observational Study

Step 2: Case Study

Repositories 
(case study set)

Repositories 
(analysis set)

Analyze

FT-metrics

FT-heuristics

Review

Review

FT-heuristics FT-metrics

Quantitative 
Analysis

Statistical 
Results

Context metrics

Phase 2: 

Issues on 
repositories

Email to 
developers

FT-heuristics

FT-metrics

Survey
Repositories 

(all)

Step 1: Survey

Figure 4.1: Research methodology outline.

skew the results. Search results in “Repositories” and “Code” categories listed repositories

of feature toggle management systems which are not the focus of this work. Results under

“Issues” can also be considered as a source to find repositories that use feature toggles. For

this study, we used results in the “Commits” category but future work could consider using

“Issues”.

GitHub search returned approximately 465,000 commits with “feature” and “toggle” in
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their commit messages. By default, GitHub sorts the search results by best match, which we

found to be appropriate for our search criteria. On inspection, we found the first 400 search

results were most likely relevant to feature toggles. We manually examined each of the 400

commits including commit messages, the files which were changed, and the changes which

were made to the code; as well as the issues, pull requests, and documentation in each

repository to find details about incorporating feature toggles.

We identified 110 relevant commits after excluding commits that met at least one

exclusion criteria:

1. Commit URLs that no longer exist;

2. Commits related to toggle/button input controls in the user interface (UI) of an appli-

cation. For example, the commit message is “add toggle-all feature” and the change is

“added a checkbox to check all the options in UI”. However, wrapping a UI element with

a feature toggle is not excluded;

3. Commits in repositories of feature toggle management systems that are not in the scope

of this study; and

4. Commits from the repositories in which we cannot distinguish feature toggles from

configuration options. For example, if a toggle is defined in a way that end-users can

change its value, we exclude the repository.

The selected 110 commits belonged to 80 repositories that use feature toggles in their

development process. We list the language and lines of code (LOC) of these repositories in

Table 4.1.1

Table 4.1: Characteristics of the identified repositories.

Language # repositories LOC range

To
p

Fi
ve

TypeScript 17 7,840 to 68,583
Java 15 227 to 361,213
JavaScript 13 10,300 to 783,301
PHP 8 1,567 to 400,034
C# 7 18,232 to 148,390

Other languages 20 170 to 3,547,167

Total 80 170 to 3,547,167

1Data availability: The data including commits, repositories, and case study details are posted here:
https://sites.google.com/view/feature-toggles-dataset/.
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We randomly selected 60 repositories as the analysis set which was analyzed to develop

the FT-heuristics and to identify the FT-metrics. The case study set consisting of all 80

repositories (60 repositories from the analysis set and 20 additional repositories) to find

the relation between the FT-heuristics and the FT-metrics.

4.2.2 Phase One: Observational Study

Figure 4.1 (top block) outlines the steps in Phase 1. To address RQ2.1 and RQ2.2, we manually

developed FT-heuristic and FT-metrics iteratively and concurrently through an observa-

tional study of the repositories in the analysis set. We looked for structural patterns and

developed a mental model. The FT-heuristics help in the actionability of FT-metrics. The

manual analysis for each repository contained the following steps:

1. Starting with the GitHub commit we used to identify the repository, including the

commit message, changed files, and changed lines of code in the commit, we identified

the feature toggle configuration file and the feature toggle class. If the configuration file

was not found in the changed files, we searched the repository for the feature toggle that

existed in the commit and traced it to find the feature toggle configuration file, which

contains a list of toggles.

2. We searched for the usage of all feature toggles identified in Step 1 in the code and

commit history;

3. We inspected issues, pull requests, documentation, and comments to find information

about incorporating toggles.

4. We recorded the details of structures of incorporating feature toggles observed in Steps 2

and 3, including definition details (e.g. file of definition, meta-data, names); usage

details (e.g. checking the value of toggle); removal details (e.g. removed lines of codes,

changed files).

We develop the FT-heuristics to structure feature toggles using notes recorded in Step 4

of the above process. Following the open coding technique (43), we assign codes to ob-

servational notes from Step 4 and define an FT-heuristic for each category of codes based

on our developed mental model. For example, one part of the notes for each repository is

about how they check the values of feature toggles with methods. We observe two codes

in that note “Check all the values with one method” and “Check the values with specific

methods for each toggle”. We observed less complexity and less maintainability effort in

repositories that use a shared method for checking feature toggle values. So, we define

Heuristic 1 (SharedMethod) based on these codes and our observations.
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The FT-heuristics embody the actionable recommendations based on the current

state of using feature toggles in analyzed repositories. In addition, based on the notes,

FT-heuristics, and considering relevant literature on metrics such as CK metrics (28) and

metrics to measure variability in software product lines using C preprocessors to implement

configuration options (34), we identified FT-metrics to support FT-heuristics iteratively.

During this iterative process, we had the list of the metrics from the literature (28)

and (34). Although we did not have pre-defined criteria, we discussed the applicability of

each one of the metrics to observed details of incorporating feature toggles in repositories

iteratively by the two researchers. For example, metrics “Depth of Inheritance Tree (DIT)”

and “Number of Children (NOC)” from CK metrics have no connection with feature toggles

based on researchers’ observations. But, the concept behind metric “Lines of Feature Code

(LOF)” from variability metrics is used in our “Feature toggle lines of code (M9)” metric.

The discussions between the two researchers help to reduce the subjective selection bias of

the metrics. In the end, the metrics with no effect by incorporating feature toggles were

removed from the list. Note that, not all metrics came from literature. We also added other

metrics to the final list during this iterative process based on our observations, such as the

presence of guidelines and the presence of duplicate code. Then, we categorized FT-metrics

based on their effect and existing categories in literature (4) in three categories: complexity,

comprehensibility, and maintainability using card sorting technique (77). Card sorting

technique for categorizing FT-metrics is done by two researchers. We pre-define these three

categories and discuss the correct category for each FT-metrics. In this discussion, we rely

on our observations from analysis repositories in this study and our experience as software

engineers. When both researchers agree on a category for a FT-metric, we move forward to

the next metric.

The first researcher performed Phase 1 in consultation with the second researcher,

who critically examined the definition and examples of the FT-heuristics, examined the

definitions and measurements of the FT-metrics and gave feedback in all steps. Sections 4.3

and 4.4 present the results of Phase 1.

4.2.3 Phase Two: Survey and Case Study

The bottom block of Figure 4.1 outlines the two steps in Phase 2, which we follow to address

RQ2.3.

Step 1 (Survey): To evaluate the acceptance of our FT-heuristics by practitioners of all repos-

itories in our dataset, we conducted a survey. In the survey, we asked to what extent practi-
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tioners agree that the FT-heuristics can be used to guide practitioners on how to structure

and use feature toggles to reduce technical debt. We used the Likert scale (45) to specify

the level of agreement: Strongly disagree to Strongly agree. 2 To distribute the survey, first,

we submitted issues in the repositories that allowed us to submit an issue. Second, we

sent emails to practitioners when an email address of a feature toggles’ contributor was

available.

Step 2 (Case Study): To find the relation between FT-heuristics and FT-metrics, we analyzed

the default branch of each GitHub repository in the case study set.

First, using the commit by which we identified the repository, we

1. found the list of toggles in the repository;

2. measured each of the identified FT-metrics; and

3. checked whether the repository follows each of the FT-heuristics.

Additionally, we gathered the following context metrics for each repository:

1. lines of code;

2. language;

3. number of contributors; and

4. number of feature toggles.

We used the cloc (78) to calculate lines of code and identify the language. Using the GitHub

profile of each repository, we identified the number of contributors for that repository. The

number of toggles was identified via manual inspection of the repository.

Next, to examine the relationship between the FT-heuristics and the FT-metrics, for

each heuristic, we separated repositories into two groups based on whether they follow (F)

or do not follow (NF) that heuristic.

To compare the differences between the metric values yielded by the following (F) and

not following (NF) groups of repositories, we define a measure named Improvement in

Section 4.5.3. Improvement is computed as the percentage improvement in a FT-metric by

following a FT-heuristic. Using the improvement measure, we discuss the trends in case

study repositories.

In Appendix B, we report preliminary statistical analyses on case study data. This analysis

includes regression analysis using the Best Subset Selection (79) (linear regression models

for numeric metrics and logistic regression models for binary metrics) for each FT-metric.

2Published data includes the survey questionnaire.
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The first researcher collected data, and the first and second researchers performed

statistical analysis of the results. We report the result of the survey; and the observed

relation between FT-heuristics, FT-metrics, and context metrics in Section 4.5.

4.3 FT-Heuristics

We now describe FT-heuristics which we derive by analyzing 60 “analysis set” repositories in

Phase 1 of our method. For each FT-heuristic, we provide examples found in the repositories

which follow or not-follow that heuristic. Our naming convention for the example is H (for

Heuristic), followed by the heuristic number, followed by the subscript FE if the example

is the following example, and NFE if it is a not-following example. The number at the end

of the subscript is a counter of examples for that heuristic. For instance, H1FE1 means the

first following example for Heuristic 1. The number in the parenthesis in front of each FT-

heuristic name (subsection title) is the number of the repositories that follow the heuristic.

Note that a low number for a heuristic does not necessarily correspond to low importance

for that heuristic. A low number could be a sign of a related bad smell. For instance, we are

aware that not having test cases is a bad smell but only 17 repositories follow H6 (Testing).

The derived FT-Heuristics are similar to general software engineering best practices.

However, we find that these are not followed by developers in all repositories in the analysis

set. So, increasing the awareness of the developers about the impact of following these

heuristics is important.

4.3.1 Shared Method to Check Value (26)

Heuristic 1 (SharedMethod). Using one shared method to check the value of all feature

toggles, instead of having a method to check the value for each feature toggle, can help

reduce complexity and increase maintainability.

The value of a feature toggle is checked in a conditional statement of code. One approach

to access the value of a toggle is to call a feature toggle value checking method from the

feature toggle class, which is often named isEnabled() (5). The lower the number of

feature toggle value checking methods, the lower the code complexity. Having fewer feature

toggle value checking methods also decreases

1. the number of files and the lines of code that need to be modified to implement and

maintain a feature toggle; and
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2. the probability of the presence of dead codes when deleting feature toggles because an

associated feature toggle value checking method does not need to be deleted.

H1FE1: In Listing 4.1, the name of the toggle is passed to the method and the value of

the toggle is checked in the list of feature toggles (80). When adding a feature toggle, the

developer should add the toggle only to the configuration file or database. By doing so,

the toggle can be used anywhere in the code. Adding the toggle to the configuration file

minimizes the number of modified files and lines of code. For removal, the toggles need to

be deleted from the configuration file or the database and the part of the code where it is

used. No modifications are needed to the value checking method.

1 export const isFeatureEnabled = (feature:Feature) =>
2 (window as any).appSettings[feature] === ’on’ || (window as any).

appSettings[feature] === ’true’;

Listing 4.1: One shared IsEnabled value checking method (80).

H1NFE2: The code in Listing 4.2 shows each feature toggle having its own function to

check its value (81). When developers want to define a new feature toggle, instead of adding

a toggle and its value to the configuration file, they define a new customized isEnabled()
function in the file contains all other isEnabled() functions. The number of files which

should be changed is one, but the number of lines of code that should be changed is larger

compared to H1FE1.

1 public bool IsAggregateOverCalculationsEnabled () {
2 return true; }

Listing 4.2: IsEnabled function for one toggle (81).

4.3.2 Self-Descriptive Feature Toggles (19)

Heuristic 2 (SelfDescriptive). Using intention-revealing names for toggles, adding a

description field in the configuration file as a meta-attribute for each feature toggle, and

including comments when using the toggles can improve comprehensibility.

Having self-descriptive code is a known practice in software development (64; 82).

Self-descriptive code improves understanding and reduces code maintenance effort. Also,

Sayagh et al. (83) suggests having self-descriptive configuration options. Feature toggles may

remain in the codebase for a while and should be treated similarly to the implementation

code. For example, adding comments is a way to make code understandable.

54



H2FE1: As Listing 4.3 shows, each toggle in the configuration file of the CFS-Frontend

repository of the UK Education and Skills Funding Agency (84) has an intention-reveling

name and a description that makes the purpose of the toggle clear.

1 "EnableCheckJobStatusForChooseAndRefresh": {
2 "type": "bool",
3 "metadata": {
4 "description": "Enable checking calc job status prior to

choosing and refreshing" },
5 "defaultValue": true }

Listing 4.3: A feature toggle with description (84).

H2FE2: A repository of Automattic (85) uses intention-revealing names and comments

to explain code related to feature toggles. Two of these example comments (pertaining to

autorenewal toggle in the code) are: “The toggle is only available for the plan subscription

for now, and will be gradually rolled out to domains and G suite” and “remove this once the

proper state has been introduced.”

H2FE3: In the configuration file of a Salesforce repository (86), the feature toggles are

grouped in two groups: long term toggles and short term toggles. The following is the de-

scription developers provided as a comment: “Defining a toggle in either ‘shortTermToggles’

or ‘longTermToggles’ has no bearing on how the toggle behaves—it is purely a way for us

to keep track of our intention for a particular feature toggle. It should help us keep things

from getting out of hand and keeping tons of dead unused code around.” For adding short

term toggles the comment is “add a new toggle here if you expect it to just be a short-term

thing, i.e. we’ll use it to control the rollout of a new feature, but once we are satisfied with

the new feature, we’ll pull it out and clean up after ourselves.” In addition, this team uses

intention-revealing names for feature toggles, and the configuration file is well commented.

In a survey study (5), practitioners suggested “Determine the type of the toggle” before

adding it to the code. When developers specify if the feature toggle is a short-lived toggle

or a long-lived toggle, they can plan to remove the toggle at an appropriate time. Later,

if developers need to limit the number of feature toggles in the code, they have a list of

short-lived toggles which can potentially be removed first from the code.

H2NFE4: Developers of HMCTS (87) named a feature toggle FEATURE_TOGGLE_520
which doesn’t convey its purpose.3

3This feature toggle is now removed from the code. The link to the removing commit is https://bit.ly/
34tcjOk
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4.3.3 Guidelines for Managing Feature Toggles (10)

Heuristic 3 (Guidelines). Providing guidelines for adding or removing feature toggles

can improve comprehensibility and maintainability.

Management of feature toggles, including adding and removing toggles, is a challenge

for developers and project managers. If feature toggles are added arbitrarily, a large number

of toggles may end up in the code after a while. Developers should know when to add a

feature toggle (For every new feature? For every huge change?) and when to delete a feature

toggle (In a month? After publishing a new release?). Hence including guidelines for adding

and removing toggles is important. Dead code may be introduced if the developers do not

know when or how to remove a toggle correctly.

An example of feature toggle management is using pull requests to remove a toggle

(5). We observed that developers use issues and pull requests to add and remove toggles.

Development teams may use other project management systems, such as a Kanban board,

or wiki pages (4) to manage toggles, however, these are not tightly integrated with the code

base and may be missed by developers.

H3FE1: In a repository of The Guardian (88), developers use pull requests to delete a

feature toggle. Developers can use “feature toggle in:title” as a search string in the list of

issues and pull requests of repositories to find those related to toggles.

H3NFE2: In a repository from the Australian Department of Veterans’ Affairs (89), the

guideline for adding feature toggles is provided in the README file. Although the developers

have guidelines for adding toggles, they do not have guidelines for removing toggles.

4.3.4 Use Feature Toggles Sparingly (53)

Heuristic 4 (UseSparingly). Using a feature toggle in as few locations as possible in the

code can reduce complexity and improve maintainability.

Having more locations to edit makes using feature toggles harder for developers. The

additional number of files to update causes an increase in the development effort and the

possibility of creating dead code. The more number of paths in the code, the higher the

code complexity. Note that, the focus in this FT-heuristic is not to minimize the “number”

of the feature toggles, but the count of files that a toggle is used in them is better to be as

low as possible.

H4FE1: Feature toggles could be either checked directly in conditional if-statements, or
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be used to set the value of a variable, and then the new variable could be checked or used in

the rest of the code (6). Listing 4.4 shows an example of using feature toggles to set the value

of another variable. Instead of individually checking the three conditions in the example,

only the canFork variable is checked in the rest of the file (90). In Listing 4.4, instead of

removing or updating the toggle at all locations in the file, the toggle can be removed or

updated in Lines 3 and 4.

1 // Set the value of a variable using a feature toggle.
2 const canFork = props.selection.isSingleDocument () &&
3 props.me.feature_toggles &&
4 props.feature_toggles.includes("forking");

Listing 4.4: Use feature toggles to set value to a new variable.

H4NFE2: One way to store the value of a toggle is using configuration files, but in some

repositories, more than one configuration file exists for the same set of feature toggles. The

Multiplication Tables Check (MTC) project of the UK Department of Education (91) has 14

files for feature toggles. To remove or edit a feature toggle, a developer must remove or edit

the toggle in all of the 14 configuration files. Missing any of these files could cause issues,

such as dead code. The reason for using more than one file could be project-specific, such as

managing multiple platforms, but it increases complexity and decreases the maintainability

of the code.

4.3.5 Avoid Duplicate Code in Using Feature Toggles (57)

Heuristic 5 (AvoidDuplicate). When a feature toggle that wraps the same code is used

more than once in the same file, creating a method containing the feature toggle with

the wrapped piece of code can improve maintainability.

Duplicate code is a code smell (92). When the consequent fragment of code wrapped

by a feature toggle’s conditional if-statement appears more than once in the same file; that

counts as duplicate code, adds complexity to the code, and may create dead code. However,

the extract method refactoring pattern (92) could be used with feature toggle’s consequent

fragment of code to avoid duplicate code and subsequent repercussions

H5NFE1: In Salesforce’s refocus repository (93), the code in Listing 4.5 is a fragment of

code wrapped with a feature toggle. This block of code appears twice in the same file. The

extract method refactoring pattern could be used to prevent duplicate code.

1 if (featureToggles.isFeatureEnabled(’enableWorkerActivityLogs ’) &&
jobResultObj && logObject) {
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2 mapJobResultsToLogObject(jobResultObj , logObject);
3 if (featureToggles.isFeatureEnabled(’enableQueueStatsActivityLog ’

)) {
4 queueTimeActivityLogs.update(jobResultObj.recordCount ,

jobResultObj.queueTime); }
5 activityLogUtil.printActivityLogString(logObject , ’worker ’);
6 }

Listing 4.5: Code block that appears twice in the same file (93).

4.3.6 Test Cases for Feature Toggles (17)

Heuristic 6 (Testing). Including test cases for each feature toggle can improve maintain-

ability.

Software testing is a recommended activity for assessing the quality and correctness of

the code (94). Feature toggles can determine the logic flow and behavior of a product, so

must be correct and of high quality. Automated test cases of feature toggles can be used as

regressions tests which enhances maintainability. Test cases should remain in the code if

the development team decides to make the feature permanent.

H6FE1: In the Multiplication Tables Check (MTC) project of the UK Department of

Education (95), when developers decided to make a feature wrapped in a feature toggle

permanent, they removed unit tests for a disabled toggle and kept the tests for an enabled

toggle with changed names.

4.3.7 Complete Removal of a Feature Toggle (21)

Heuristic 7 (CompleteRemoval). Ensuring complete removal of a feature toggle by re-

moving it from source code files, configuration files, and test cases can improve main-

tainability.

Developers should remove feature toggles when the purpose of using the toggles is

accomplished. They should remove the code related to the feature toggle from all files in

the source code, including configuration files and test files. Incomplete removal can cause

problems such as dead code (41). One solution to ensure complete removal of a feature

toggle is to have an implementation that throws a compilation error when a feature toggle

exists in the code after being removed from the configuration files.
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H7FE1: In this commit (96), the developers of the Multiplication Tables Check (MTC)

project from UK Department for Education completely removed a “prepareCheckMessag-

ing” feature toggle from the configuration files, code, and test cases.

4.4 FT-metrics

We now describe the FT-metrics we identify to support the FT-heuristics. Following the

steps in Section 4.2.2, first, we manually analyze the 60 repositories in the analysis set.

We identify 12 metrics based on our observations of structuring feature toggles in the

repositories. Based on their effect on the code base, using the card sorting technique and

existing categorization in the literature (4), we group these metrics into three categories:

Complexity, Comprehensibility, and Maintainability.

Below, we list the 12 FT-metrics. The type of each metric, binary or numeric, is men-

tioned after the metric’s name. For binary metrics (M3–M6, M10–M12), in this study, we

consider the presence or absence of the metric in the repositories. A higher level of granu-

larity may be obtained via an automated tool, as discussed in Section 4.7. FT-metrics are as

follows:

Complexity is the degree to which a system has a design or implementation that is difficult

to understand and verify (97).

• M1: Number of added paths in code (Numeric) is computed using McCabe’s Cyclomatic

Complexity (98). McCabe’s Cyclomatic Complexity counts the number of paths in code

based on the number of decision points. Incorporating a feature toggle adds decision

points to the code, so we can use this metric to compute the added complexity. We

focus on the change in the code when developers use feature toggles, so we measure the

“change” of the Cyclomatic complexity of the code. For example, if adding a feature toggle

adds one if statement in the code, we count “+1” for the Cyclomatic complexity of the

code. The lower the number of added paths in the code, the better.

• M2: Number of feature toggle value checking methods (Numeric) is measured based on

the concept behind Weighted Methods per Class (WMC). WMC is one of the CK object-

oriented metrics (28) which is computed as the number of methods in a class. To compute

this metric, we count the number of feature toggle value checking methods in the feature

toggle class manually. We assume all the methods have equal complexities, so the weight

for all is 1.0.

Comprehensibility is the degree to which a system is understandable to the developers.
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• M3: Presence of guidelines (Binary) helps developers know the processes of adding and

removing a feature toggle. The absence of guidelines may cause problems such as the

creation of a dead code after a toggle removal. Guidelines may be provided as a document

in repositories or as comments in feature toggles’ configuration files.

• M4: Intention-revealing names (Binary) for variables and methods is a known practice in

coding (64). A feature toggle’s name and related methods should tell the reader what value

the toggle holds and what task the code wrapped by it accomplishes. M4 is a subjective

metric.

• M5: Use of comments (Binary) as human-readable notes that support the source code is

a coding practice (82) that helps developers understand the purpose and behavior of the

feature toggles.

• M6: Use of description (Binary) for each feature toggle can be used to clarify a toggle’s

purpose. The description could be added as an attribute to the feature toggle class.

Listing 4.3 in Section 4.3 is an example of including descriptions. Unlike comments which

are not available everywhere, object attributes are accessible throughout the codebase.

Maintainability is the ease with which a software system can be modified to correct faults,

improve performance or other attributes, or adapt to a changing environment (97).

• M7: Number of files (Numeric) which contain a feature toggle, including configuration,

code, and test files. The higher the number of files that need to be changed to support

feature toggles, the higher the probability to make a mistake. We count the number of

files for each feature toggle and then average it for each repository based on the number

of toggles. The number of the files could be context-dependent. For instance, separate

platforms can have separate configuration files.

• M8: Number of locations (Numeric) where a feature toggle is defined and used. As an

example, consider a toggle used in two files. In a configuration file, a toggle is mentioned

once to set the value of the toggle and, in another file, the same toggle is used twice in

if-statements. In this case, the number of locations for this toggle is three. We count the

number of locations where each feature toggle is defined and used and then average the

count for each repository.

• M9: Feature toggle lines of code (Numeric) which are directly associated with a feature

toggle when the toggle is added or removed from a repository. In general, the number

of lines of code is a metric to measure maintainability in software systems (99). In our

definition, this metric measures the effort a developer should expend to make any change
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to the code related to a feature toggle. We count the lines of codes for defining and testing

each feature toggle (and not feature toggle usage and enclosed code) and then average it

on the number of toggles in each repository.

• M10: Presence of duplicate code (Binary) is a code smell (100). Duplicate code is a problem

of repeating the same block of the code. We consider a code fragment that contains

checking the value of a feature toggle in a conditional statement and the piece of code

wrapped by the toggle as duplicate code. In case of updating or removing the toggle, all

occurrences of the duplicate code need to be updated or removed.

• M11: Presence of dead code (Binary) is one of the drawbacks of using feature toggles in an

incorrect way. Dead code is a part of the code that is not used in any execution path (101).

If developers decide to remove a feature toggle, the toggle should be removed from all

parts of the code, including configuration files, code, and test cases. In this study, dead

code is considered “present” if we found a feature toggle definition or test cases for a

toggle but that toggle is not used in the code anymore.

• M12: Presence of test cases (Binary) for feature toggles is a metric to measure whether

feature toggles are tested. Feature toggles should be tested similarly to implementation

code. We consider two types of test cases:

1. checking the values of the feature toggles; and

2. checking the behavior of the code based on the value of the feature toggle.

If the repository has any type of test cases for the majority of the feature toggles in the

code base, we record “yes” for this metric.

Table 4.2 shows hypothesized relations between FT-heuristics and FT-metrics. The

hypothesized relations are determined based on observations in Phase 1 of the methodology

and iterative discussions between the two researchers.

4.5 Survey and Case Study

We now explain Phase 2 of the method in Figure 4.1 and Section 4.2.3. We propose the

following sub-research questions to investigate RQ2.3 on evaluating FT-heuristics and

FT-metrics.

SRQPA (Practitioners’ agreement): To what extent do practitioners agree that the FT-heuristics

can be used to guide practitioners on how to structure and use feature toggles to reduce

technical debt?
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Table 4.2: Hypothesized relationship between FT-heuristics and FT-metrics.

Categories Metrics H1 H2 H3 H4 H5 H6 H7

Complexity
M1 (Paths) ✔

M2 (Methods) ✔

Comprehensibility

M3 (Guidelines) ✔

M4 (Intention) ✔

M5 (Comments) ✔

M6 (Description) ✔

Maintainability

M7 (Files) ✔ ✔ ✔

M8 (Locations) ✔ ✔

M9 (LOC) ✔ ✔ ✔

M10 (Duplicate) ✔

M11 (Dead) ✔ ✔ ✔ ✔

M12 (Test cases) ✔

H1 to H7 are list of FT-heuristics: SharedMethod (H1), SelfDescrip-
tive (H2), Guidelines (H3), UseSparingly (H4), AvoidDuplicate (H5),
Testing (H6), CompleteRemoval (H7)

SRQHM (Heuristics and metrics): What is the relation between the adoption of FT-heuristics

and values of FT-metrics?

To address these proposed sub-research questions, we conduct a survey of practitioners

from 80 repositories, and a case study with all 80 repositories as the case study set.

4.5.1 Practitioners Agreement by Survey (SRQPA)

To evaluate the acceptance of FT-heuristics by practitioners, we asked the practitioners

about the difficulty in managing feature toggles and the extent of their agreement that

the FT-heuristics can be used to guide practitioners on how to structure and use feature

toggles to reduce technical debt. We used a five-point Likert scale for difficulty: Not at all

difficult (1) to Very difficult (5); for agreement: Strongly disagree (1) to Strongly agree (5).

We included a N/A option too.
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Table 4.3: Survey respondents’ experience and frequency of using feature toggles.
Underline indicates median.

Experience # practitioners Usage fre-
quency

# practitioners

1–3 years 5 Rarely in
projects

6

3–5 years 7 Half of the projects 6
5–8 years 3 Most of the

projects
5

8+ 0 All of the
projects

2

N/A 5 N/A 1

To reach out to practitioners and elicit their responses to the survey questionnaire,

we first submitted 72 issues in 80 repositories in our dataset. The settings of the other 8

repositories did not allow us to submit an issue. We received 8 responses via issues. Next, we

sent 57 emails to practitioners of 45 repositories associated with feature toggles’ commits

and changed files, and received 12 responses. For 35 repositories, the email addresses of

feature toggles’ contributors were not available. Table 4.3 shows the 20 survey respondents’

experience and frequency of using feature toggles.

The 20 practitioners (survey respondents) have 3–5 years (median) of experience in

using feature toggles. They use feature toggles in half of their projects (median). As sum-

marized in Figure 4.2, the practitioners perceive managing feature toggles to be somewhat

difficult and agree that feature toggles increase technical debt. Of the 20 survey respondents,

19 practitioners strongly agree and one practitioner agrees with CompleteRemoval (H7),

stressing the importance of complete removal of feature toggle and how that can improve

maintainability. The medians of the agreement to all FT-heuristics are over 4 indicating

Agree, and the individual means of the agreement to FT-heuristics are all at least 3.7, which

is close to Agree. The respondents agree that following each of the seven FT-heuristics could

guide practitioners on how to structure and use feature toggles to reduce technical debt.

We also asked practitioners for their suggestions to reduce the technical debt of us-

ing feature toggles. Only one of the practitioners answered. The practitioner suggested

considering the count of developers who interact with each toggle and the last time each

changed the code in the path of using the feature toggle. This is similar to the spreadsheet
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(c) Extent of agreement for FT-heuristic. x̃ is median; ♦ is mean.

Figure 4.2: Summary of the practitioner survey.

that Chrome’s developers use to record the owner of feature toggles (6). Future works could

consider including this metric and corresponding heuristic.

Although we use a survey to evaluate the acceptance of FT-heuristics by practitioners,

the main focus of Phase 2 of the methodology (Survey and Case Study) is on the case study

to find the relation between the adoption of FT-heuristics and the values of FT-metrics.
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4.5.2 Repository Inspection

We inspect each repository in the case study set and identify the toggles in its master branch.

From 80 repositories in the case study set, 9 repositories have no feature toggle in their

master branch. So 71 repositories are used for case study analysis. For each toggle, we

manually compute FT-metrics, as described in Section 4.4, and the context metrics, as

described in Section 4.2.3 in the last snapshot of each repository. We also manually identify

if each repository follows the FT-heuristics using the following criteria and hypothesized

dependent FT-metrics for each heuristic:

SharedMethod (H1): if the values of all toggles are checked using a shared value checking

method; not applicable to repositories that check primitive values of toggles in conditional

statements.

SelfDescriptive (H2): if the repository has at least two of the following three FT-metrics

for the majority of the toggles:

1. intention-revealing names;

2. use of comments; or

3. and use of description.

Guidelines (H3): if the repository has guidelines to manage feature toggles.

UseSparingly (H4): if, based on an expert’s (first researcher’s) subjective judgment a feature

toggle could be used in fewer files or locations.

AvoidDuplicate (H5): if the repository does not have a feature toggle duplicate code based

on an expert’s (first researcher) subjective judgment.

Testing (H6): if the feature toggles have associated test cases.

CompleteRemoval (H7): if there is no trace of toggles in the codebase for which there are

associated commit message(s) referring to toggle removal.

We also checked the usage of available feature toggle management packages in these

repositories. Only 13 of those use feature toggle management packages. In the remaining 67

repositories, the contributors implement their own feature toggle management approach.

4.5.3 FT-heuristics and FT-metrics (SRQHM)

We now address SRQHM on the relation between the adoption of FT-heuristics and the

values of the FT-metrics.

Tables 4.4, 4.5, and 4.6 summarize our results. In Table 4.4, # of repositories, # of con-

tributors, # of feature toggles are context metrics, in Table 4.5, M1, M2, M7–M9 are numeric

65



FT-metrics, and in Table 4.6, M3–M6 and M10–M12 are binary FT-metrics. In all three

tables ‘F’ is for repositories that follow a heuristic and ‘NF’ is for the repositories which

do not follow that heuristic. For numeric metrics, the values for ‘F’ and ‘NF’ in Table 4.5

are the normalized average µ (except for M2 which is an absolute number). For example,

the average number of files (M7) for the repositories that follow SharedMethod (H1) is 4.3

versus 4.2 for the repositories that do not follow H1. For binary metrics in Table 4.6, the

values are the fraction of the repositories that have the metric in ‘F’ repositories or ‘NF’

repositories. For instance, 40% of the repositories that follow SharedMethod (H1) have test

cases (M12) and 20% of the repositories that do not follow H1 have M12.

In Tables 4.5 and 4.6, the gray cells show the hypothetical relation between FT-heuristics

and FT-metrics. The hypothesized relations are determined based on observations in

Phase 1 of the methodology and iterative discussions between two researchers as shown in

Table 4.2. The results of the case study may support these relations or show new relations.

In the following paragraphs, we analyze the results for each FT-heuristic based on

Table 4.4, Table 4.5, and Table 4.6. The percentage improvements are calculated by Equa-

tion 4.1:

Improvements=
F−NF

NF
×100 (4.1)

Improvements can be positive or negative. For example, for the FT-metric Guidelines

(M3) in SharedMethod (H1) FT-heuristic, the improvement is 303.9%, i.e., the existence

of guidelines in repositories that follow H1 is 303.9% more than those that do not follow

H1. For the same FT-heuristic (H1), the improvement value for the number of the value-

checking method (M2) is –93.7% which shows the number of the value checking methods

in repositories that follow H1 is 93.7% lower, which is reasonable. The improvements are

shown in Tables 4.4, 4.5, and 4.6 as I m .

SharedMethod (H1): We observe that repositories which follow H1 (n = 26) have more

contributors and feature toggles compared to those which do not follow H1 (n = 45). In

repositories that follow H1, from our hypothesized relationships, the number of value

checking methods (M2) is 93.7% lower; but the number of files (M7), lines of code (M9), and

presence of dead code (M11) do not have a significant difference compared to repositories

not following H1. We unexpectedly observe the metric presence of guidelines (M3) is

improved 303.9%, and the presence of test cases (M12) is improved 147.3% for repositories

that follow H1. As we mentioned 13 repositories use feature toggle management packages.
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Table 4.4: Observations from case study of 71 repositories for context metrics.
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n (# repositories)
F 26.0 19.0 10.0 53.0 57.0 17.0 21.0

NF 45.0 52.0 61.0 18.0 14.0 54.0 13.0

# contributors
F 40.3 39.1 73.5 19.7 21.6 24.4 24.6

NF 20.3 23.4 20.1 50.8 52.2 28.6 53.9
I m 98.5 67.1 266.0 −61.2 −58.7 −14.7 −54.4

# feature toggles
F 19.5 20.1 27.7 12.0 10.9 7.0 14.8

NF 9.5 10.7 10.8 16.8 22.6 15.2 26.2
I m 105.0 87.5 156.0 −28.6 −52.0 −53.8 −43.5

Of these 13 repositories, 10 repositories have feature toggles in their master branch. From

these 10 repositories, 8 repositories follow H1. This shows that having a shared method to

check the value of feature toggle is an accepted heuristic for feature toggle management

package providers.

SelfDescriptive (H2): We notice that the repositories that follow H2 (n = 19) have more

contributors and more feature toggles compared to repositories without self-descriptive

feature toggles (n = 52). From hypothesized relationships, the presence of comments

(M5) and presence of descriptions (M6) are higher and improved by more than 3,000% in

repositories that follow H2. In addition, we observe that these repositories have 41.4% less

duplicate code (M10), and 31.6% less dead code (M11). Since having the intention-revealing

names is one of the known coding practices (64), we observe that M4 is the most existed

metric in all the repositories.

Guidelines (H3): Similar to SharedMethod (H1), repositories that follow H3 (n = 10) have a

266% more contributors and 156.0% more feature toggles. The metric presence of guidelines

(M3) is hypothesized metric for H3 and it is better and 5,390% more in repositories that

follow the heuristic. Another hypothesized metric is dead code (M11) which we observe

that it is 92.6% lower in repositories that do not follow H3. Among non-hypothesized

relationships, in repositories that follow H3, the metrics presence of duplicate code (M10)
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Table 4.5: Observations from case study of 71 repositories for numeric metrics. Gray cells
indicate the hypothetical relation between FT-heuristics and FT-metrics as mentioned in
Table4.2.
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M1 (Paths)
F 1.4 1.7 1.7 1.3 1.3 1.9 2.0
NF 1.5 1.4 1.4 2.0 2.2 1.4 1.0
I m −8.7 19.2 21.0 −33.4 −41.8 38.6 111.4

M2 (Methods)
F 1.1 9.6 1.0 6.3 5.1 2.9 2.2
NF 17.0 3.7 6.6 3.1 6.8 7.0 5.6
I m −93.7 156.6 −84.8 102.4 −25.1 −58.0 −60.3

M7 (Files)
F 4.3 4.9 5.2 3.4 4.0 5.0 5.2
NF 4.2 4.0 4.1 6.9 5.1 4.0 4.8
I m 3.5 20.7 28.2 −51.1 −20.2 26.3 7.7

M8 (Locations)
F 5.7 6.0 7.3 5.0 5.5 8.1 7.3
NF 5.9 5.7 5.6 8.1 7.1 5.1 5.6
I m −2.5 4.4 31.6 −37.8 −23.2 60.6 31.7

M9 (LOC)
F 7.1 5.5 4.7 5.8 5.9 13.7 10.8
NF 5.7 6.5 6.5 7.4 7.5 3.8 4.8
I m 24.7 −14.3 −26.6 −21.4 −20.9 257.8 127.4

is on average 232.7% higher . So, we observe that mere having documented guidelines or

using issues or pull requests for structuring feature toggles does not necessarily prevent

the occurrence of dead code and duplicate code resulting from feature toggle usage.

UseSparingly (H4): In contrast to SharedMethod (H1) and Guidelines (H3), H4 is followed

more in repositories (n = 53) with a lower number of contributors and a lower number of

the feature toggles. From hypothesized relationships, the repositories which follow H4 have

51.1% lower number of files (M7), and 37.8% lower number of locations (M8). For the rest

of the metrics, nothing specific is observed except for the presence of duplicate code (M10)

which is 61.8% lower by following H4.

AvoidDuplicate (H5): We observe that repositories that follow H5 (n = 57) on average have
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Table 4.6: Observations from case study of 71 repositories for binary metrics. Gray cells
indicate the hypothetical relation between FT-heuristics and FT-metrics as mentioned in
Table4.2.
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M3 (Guidelines)
F 0.3 0.2 0.9 0.2 0.1 0.2 0.2
NF 0.1 0.1 0.0 0.1 0.3 0.1 0.3
I m 303.9 17.3 5390.0 35.9 −63.2 36.1 −38.1

M4 (Intention)
F 0.9 1.0 1.0 1.0 1.0 1.0 1.0
NF 1.0 0.9 1.0 0.9 0.9 0.9 1.0
I m −5.6 6.1 5.2 10.4 3.9 5.9 0.0

M5 (Comments)
F 0.2 0.6 0.3 0.2 0.1 0.1 0.2
NF 0.1 0.0 0.1 0.2 0.2 0.2 0.0
I m 44.2 – 128.8 −9.4 −34.5 −29.4 –

M6 (Description)
F 0.2 0.6 0.3 0.2 0.2 0.1 0.2
NF 0.2 0.0 0.2 0.2 0.1 0.2 0.1
I m 48.4 3184.2 83.0 −23.6 194.7 −73.5 209.5

M10 (Duplicate)
F 0.2 0.2 0.6 0.2 0.1 0.3 0.3
NF 0.2 0.3 0.2 0.4 1.0 0.2 0.4
I m −5.6 −41.4 232.7 −61.8 −94.7 −32.4 −13.3

M11 (Dead)
F 0.4 0.3 0.6 0.3 0.4 0.3 0.1
NF 0.3 0.4 0.3 0.4 0.4 0.4 0.9
I m 15.4 −31.6 92.6 −12.7 −1.8 −20.6 −89.7

M12 (Test cases)
F 0.4 0.1 0.4 0.3 0.2 1.0 0.4
NF 0.2 0.3 0.2 0.2 0.3 0.0 0.3
I m 147.3 −63.5 87.7 10.4 −20.2 – 23.8
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fewer contributors and a lower number of feature toggles compared to repositories that

do not follow H5 (n = 14). We note that in repositories that follow H5, from hypothesized

relationships, the presence of duplicate code (M10) is 94.7% less. In addition, in these

repositories, the number of paths (M1) is 41.8% less. However, the presence of guidelines

(M3) is 63.2% lower compared to repositories that do not follow H5.

Testing (H6): We notice that repositories (n = 17) with a lower number of feature toggles

follow H6. H6 has one hypothesized relationship with FT-metric presence of test cases

(M12), which is obviously better in repositories that follow H6. We observe that the number

of locations (M8) is 60.6% more and lines of code (M9) are 257.8% more for repositories

that follow H6 compared to those that do not follow H6 . Larger values for M8 and M9

are reasonable as having test cases increase the number of the locations and lines of code

related to feature toggles.

CompleteRemoval (H7): We observe that repositories with a larger number of contrib-

utors and a larger number of feature toggles do not follow the H7. From hypothesized

relationships, repositories that follow H7 have less dead code (M11) by 89.7%. Among non-

hypothesized relationships, the use of comments (M5) is higher (non of the not following

repositories use comments), the number of paths (M1) is 111.4% higher, and the number

of value checking methods (M2) is 60.3% lower .

4.6 Threats to Validity

Internal validity. We searched GitHub for the keyword “feature toggle” and checked only

the first 400 search results. We may have missed repositories that use feature toggles in

their development process. Developing FT-heuristics and identifying FT-metrics could be

subjective to the first researcher’s knowledge. To mitigate this threat, the second researcher

critically reviewed the FT-heuristics and FT-metrics and give feedback. We also conducted

a survey to evaluate the findings with practitioners of GitHub repositories in our dataset.

Although FT-heuristics and FT-metrics cover the lifecycle of a feature toggle from design to

clean-up and our process was iterative and involved more than one person, we do not claim

the completeness of our findings. Future works could find more heuristics and metrics.

In the case study, we only discuss the trends in improvement in FT-metrics when following

FT-heuristics. In Appendix B, we report on our findings from preliminary statistical analyses

of the case study data. The statistical findings could be strengthened with replication on a

larger dataset.
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External validity. We use open source repositories from GitHub for our study. Including

repositories from other organizations, such as proprietary organizations, may change the

results of our study. To check the generalization of our result, we performed a case study on

a set of repositories. If more repositories were analyzed in the case study, we would have

stronger evidence of generalization.

Construct validity. Incorrect classification of a code snippet in the 80 GitHub repositories

as a feature toggle could render our results invalid. To mitigate this threat, the first researcher

critically examined each feature toggle implementation in consultation with the second

researcher.

4.7 Lessons Learned

Our survey respondents—practitioners who routinely use feature toggles, agree with (1)

the difficulty of managing feature toggles; (2) the increase of the technical debt by using

toggles; and (3) the FT-heuristics can be used to guide practitioners on how to structure

and use feature toggles to reduce technical debt.

Based on our case study and survey observations, we note:

SharedMethod (H1). Using shared method is more common in repositories with guide-

lines and test cases compared to those without guidelines and test cases. However, we did

not observe any meaningful difference in the number of files, lines of code, and dead code

when following this heuristic compared to not following it.

SelfDescriptive (H2). Having self-descriptive feature toggles helps in preventing duplicate

code and dead code in a repository. We did not hypothesize the relation between self-

descriptive feature toggles and metrics duplicate code and dead code but we find these

metrics to be lower with repositories having self-descriptive feature toggles.

Guidelines (H3). Providing guidelines to manage feature toggles may not necessarily re-

duce duplicate and dead code. Practitioners may mandate guidelines by other means such

as code review.

UseSparingly (H4). Using toggles sparingly is the second most followed FT-heuristic in

our case study set. Doing so reduces duplicate code, as a non-hypothesized metric.

AvoidDuplicate (H5). Avoiding duplicate code in using feature toggles is the most followed

FT-heuristic in our case study set. This shows that developers are aware of the negative

effects of having duplicate code for feature toggles as other parts of the code.
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Testing (H6). Although surveyed practitioners agree on having Test cases for feature tog-

gles, this heuristic is second least followed in our case study. Finding the effect of the lack

of test cases for feature toggles is a direction for future studies.

CompleteRemoval (H7). Complete removal of a feature toggle received the highest agree-

ment by survey respondents. Following the FT-heuristic on ensuring complete removal of

feature toggles reduces the presence of the dead code.

As a result, we suggest practitioners create self-descriptive feature toggles (H2), use

feature toggles sparingly (H4), avoid duplicate code in using feature toggles (H5), and

ensure complete removal of a feature toggle (H7). Practitioners may follow FT-heuristics

without measuring FT-metrics. However, we strongly suggest practitioners consider four

FT-metrics: number of feature toggle value checking methods (M2), presence of guidelines

(M3), presence of duplicate code (M10), and presence of test cases (M12).
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CHAPTER

5

COMPREHENSIVE MODEL OF SOFTWARE

CONFIGURATION (MSCV2)

5.1 Motivation

Every family of research can benefit from a framework or common ontology to enable

meta-analysis on them. Researchers show the necessity of having a common ontology

to exchange and keep organized knowledge to reuse in software engineering research

previously (102; 103). To provide this common ontology, researchers proposed evaluation

frameworks in different software engineering scopes such as extreme programming (XP) (37;

38) and software security practices (39) to enable comparing case studies and results in

related publications. Morrison (39) states that evaluation frameworks can help organizing

empirical studies to a body of knowledge that supports repeating the studies and future

project planning. Runenson et al. (40) explains that using a theoretical framework to design

case study research in software engineering makes the context of the research clear, and

helps researchers to conduct the study and other researchers to review the results. Hence,

researchers can benefit from a model of software configuration to define the configuration
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in their research studies clearly, and help other researchers to use their results in other

studies (12).

To provide terminology for software configuration research, Siegmund et al. (12) derived

a Model of Software Configuration (MSC) consisting of eight dimensions (characteristics),

with more than one value attached to each dimension , by performing interviews and

analyzing academic publications. To derive their MSC, Siegmund et al. (12) focused on

the configuration options concept more than feature toggles, and all the analyzed publica-

tions are related to configuration options. In another study, Meinicke et al. (11) explored

similarities and differences between feature toggles and configuration options by conduct-

ing semi-structured interviews with feature toggle experts and considered configuration

options literature. We use these two publications as the basis of our research study.

The goal of this research study is to aid researchers in conducting a family of research

on software configuration by extending an existing model of software configuration that

provides terminology and context for research studies. We will call the extended Model of

Software Configuration as MSCv2 in the rest of this dissertation. Accordingly, we state the

following research question with two sub-research questions:

RQ3: Can we extend the existing Model of Software Configuration to cover feature toggle

concept as well as configuration option?

RQ3.1: What dimensions and values need to be added to extend the MSC to MSCv2 to

cover feature toggles as well as configuration options?

RQ3.2: Can the MSCv2 be used to model software configuration in research publications

and in industrial systems?

5.2 Methodology

Figure 5.1 describes our methodology to answer our research questions. Our methodology

consists of three phases. In this section, we explain each phase in detail 1.

5.2.1 Meinicke et al.: Feature Toggles vs. Configuration Options

To better understand feature toggles and specify their relation to configuration options,

Meinicke et al. (11) conducted nine semi-structured interviews with practitioners who

1Data availability: The data including the list of feature toggle management system repositories, links to
the selected repositories, list of related academic research publications, and extracted codes used for this
research study is available at https://figshare.com/s/16881bbd5614795e266f
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Phase 1: Find Feature Toggle management System Repositories

Phase 2: Extending the Model of Software Configuration

Search
2583 Repositories
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(MSCv2)
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Phase 3: Application of Extended Model of Software Configuration

Hybrid Coding

2 Papers

Deductive Coding
Extended Model of 

Software Configuration 
(MSCv2)

Ten instances of MSCv2

3 Papers

Figure 5.1: Research methodology outline.

were feature toggle experts. By analyzing the interview scripts, they identified ten themes

that explain the differences between configuration options and feature toggles. They also

reflected that “depending on one’s perspective, configuration options can be seen as a
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special subset of feature toggles or one can see feature toggles as using configuration

options for a new purpose.” Hence, we consider feature toggles and configuration options

to be part of the same branch of knowledge. We use Meinicke et al.’s themes as a basis for

our research study.

5.2.2 Siegmund et al.: Model of Software Configuration (MSC)

To provide software configuration terminology for research studies and help practitioners

to find possible challenges, Siegmund et al. (12) derived the MSC that consists of eight

dimensions for software configuration with 47 values in total. Dimensions are high-order

topics related to configurations and one or more values can be assigned to each dimension.

They used a mixed-methods approach. First, they interviewed 11 practitioners, such as

developers, team leads, and senior software engineers. From the collected interviews’

data, they created an initial model of configuration. Their initial model includes seven

dimensions with 32 values. Then, they analyzed two related publications to their study

to validate their results and complete their model. As a result, they found one additional

dimension and 15 new values. To verify the applicability of their developed model and find

gaps in the area, they applied their model to 16 configuration option-related publications.

We use MSC as a basis for our research study and extend it explicitly to support both

feature toggle and configuration options which we refer to jointly as software configuration.

5.2.3 Phase One: Find Feature Toggle Management System Repositories

A feature toggle management system is a platform that helps practitioners to define, im-

plement, integrate, and manage feature toggles in their code. Feature toggle management

systems often provide services, such as APIs, an admin UI, data storage for toggles, and

auditing logs. To find open source feature toggle management system repositories, on 14th

April 2021, we searched GitHub using the search API with the following keywords (feature

toggles are also called feature flags, feature switches, and feature flips in literature (8)):

“feature toggle” (1,065 repositories), “feature flag” (1,045 repositories), “feature switch” (355

repositories), and “feature flip” (118 repositories). We used these keywords because fea-

ture toggles are also called feature flags, feature switches, and feature flips in literature (8).

In total, we retrieved 2,583 repositories. To filter the list of feature toggle management

repositories, we follow the steps below (the numbers in parenthesis are the number of the

repositories after each step):
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• First, we removed duplicated repositories (2,387 repositories);

• We removed repositories with zero stars (910 repositories);

• We removed repositories with no update in the last five years, after 2015-12-31 (765

repositories);

• We manually read the name and description of all 765 repositories, and removed unre-

lated repositories (548 repositories);

• Then, we removed repositories that were archived by the owners (527 repositories).

In the end, we ended up with 527 feature toggle management repositories on GitHub.

Table 5.1 shows the programming languages of these repositories.

Table 5.1: Programming language of the identified repositories.

Language # repositories

To
p

F
iv

e

JavaScript 110
PHP 62
TypeScript 61
C# 52
Ruby 49

Other languages 193

Total 527

5.2.4 Phase Two: Extending the Model of Software Configuration (MSCv2)

In Phase 2, we extend the MSC by focusing on feature toggle-related resources including

the documentation from the feature toggle management system repositories, and related

academic publications.

To select a subset of Phase 1 results for document analysis, we focused on the top 5

programming languages with greatest number of repositories shown in Table 5.1. We sorted

repositories based on their stars. Then we selected the first, second, third, and fourth-

ranked repositories for each one of the 5 programming languages, and analyzed their

documentation as discussed below. We did not find any new values from the fourth-ranked

repositories for each programming language, so we stopped. We analyzed 20 repositories in

total (104; 105; 106; 107; 108; 109; 110; 111; 112; 113; 114; 115; 116; 117; 118; 119; 120; 121;
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122; 123).

To extend the MSC, two researchers analyzed the available resources from each one

of the 20 selected repositories including the README files, documentation, videos, and

websites.

We used a hybrid coding approach including deductive coding and inductive coding.

Coding is a technique for qualitative analysis of the text by assigning words or short phrases

as codes to parts of the text (43). Deductive coding is an approach that codes are developed

ahead to guide the coding process, and inductive coding is an approach that codes are devel-

oped while analyzing the text (124). In our hybrid coding approach: (1) We used Siegmund

et al.’s dimensions, and Meinicke et al.’s themes as predefined codes (deductive coding),

(2) We assigned the predefined codes to the text of documentation for each repository, (3)

At the same time, we assigned new codes to any parts of the text that was not covered by

predefined codes (inductive coding), (4) In step 2 and 3 we recorded values for each code

(codes are dimensions or themes, and each one has possible values), (5) At the end, we

selected most relevant new codes from step 3 that explain high-level aspects of feature

toggles, and added them to the existing codes as new dimensions, and create MSCv2. Two

researchers performed steps 1 to 5 separately, then they discussed their findings at the end

of the analysis and resolved disagreements in their codes. During this process, the first re-

searcher found one possible new dimension, and the second researcher found two possible

new dimensions. After discussion, the researchers agreed on one of the new dimensions

and discard the other two. The Cohen’s Kappa (125) agreement scores on values of existing

dimensions are 0.77, 0.58, 0.45, 0.28, 0.43, 0.47, 0.8, 0.33 in order for dimensions listed in

Section5.3. All the scores are between “fair agreement” and “substantial agreement”. During

this analysis, we found one new dimension and 18 new values.

After analyzing the repositories’ documentation, we use MSCv2 to model software

configuration of relevant feature toggle academic publications to evaluate the compre-

hensiveness of the model and to find new dimensions and values. To find feature toggle

relevant publications, we searched DBLP (Digital Bibliography & Library Project) on 22nd

March 2022 with the following keywords: “feature toggle” (9 with 2 duplicates), “feature flag”

(13), “feature switch” (75), and “feature flip” (6). Two researchers read the peer-reviewed

publications titles, and select the relevant ones to our research study. For any publication

with unclear title, we read the abstract of the publication to find out if it is relevant to feature

toggles in the software development area or not. In total, we found nine relevant publica-

tions. All of these nine publications are explained in Chapter 2. One publication is one of

the basic studies that we used to extend the model (11) and is explained in Section 5.2.1.
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Two researchers, (1) Read each one of the eight publication, (2) Performed deductive coding

on them with the list of codes (dimensions) they found in documentation analysis, (3)

Recorded any values mentioned for dimensions, and (4) Performed inductive coding if

there is any new aspect that was not covered by predefined codes. Two researchers dis-

cussed their results and resolved disagreements. The Cohen’s Kappa agreement scores (125)

for values of dimensions are 0.77, 0.40, 0.22, 0.82, 0.31, 0.33, 0.41, 0.51, and 0.06 in order

for dimensions listed in Section 5.3. All the scores are between “slight agreement” and

“substantial agreement”. During this analysis, we did not find any new dimension, but six

new values added to the MSCv2. Our process showed that the software configuration can

be modeled systematically in feature toggle-related publications, and other researchers

can compare the modeled configuration with the configuration in their research.

5.2.5 Phase Three: Application of Extended Model of Software Configu-

ration (MSCv2)

Researchers and practitioners can follow the steps explained in the following subsec-

tions 5.2.5 and 5.2.5 to apply MSCv2 to their research studies’ or industrial systems’ design

and evaluation. Application means creating an instance of MSCv2 with appropriate dimen-

sions and values.

Academia

We analyzed two sets of academic publications in this step. The first set includes two feature

toggle publications on Chrome data (6; 7), and the second set includes three publications

asking similar research questions about practitioners’ practices in using software con-

figuration, (6; 5; 4) two of them focused on feature toggles and one of them focused on

configuration options.

For all five publications, two researchers, (1) Read each one of the five publications, (2)

extracted parts of the text explaining characteristics of their configuration in their research

scope including the definition of feature toggle in the literature and in industrial systems

they used, (3) Performed deductive coding on the extracted text with the list of dimensions

and values found in Phase 2, and (4) visualized the result for better understanding.

After modeling the configuration using MSCv2, we compare the models in each set of

publications, and discuss our observations in Section 5.4.
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Industry

To show the applicability of MSCv2 in practice, we modeled configurations as it is defined

in Chrome repository. Two researchers, (1) Searched docs directory of Chrome repository

by using the following keywords: “feature toggle”, “feature flag”, “feature switches”, “fea-

ture flips”, and “configuration options”, (2) Found the file2 explaining five categories of

configurations in their repository: prefs, flags, settings, features, switches, (3) Performed

deductive coding on the definitions on this file with the list of dimensions and values found

in Phase 2, and assign values for each dimension for each category, (4) Follow links in the

file to other files, and found more documentation for each category, (5) Performed steps

(3) and (4) until no new value found for dimensions, and (6) visualized the five models for

better understanding. After modeling the five configuration, we discuss our observations

in Section 5.4.

5.3 The Extended Model of Software Configuration (MSCv2)

Based on Phase 2 of our methodology, we extended the MSC that covers both feature toggles

and configuration options concepts. Other than dimensions in (12) and themes in (11), our

analysis of feature toggles revealed one new dimension with 14 values. We also identified

10 additional values for the existing dimensions from basis research studies. Figure 5.2 3

shows the MSCv2. The blue items in this figure are the new dimensions and new values

that we have added to Siegmund’s model of configuration (answer to RQ3.1).

In the following subsections, we describe the dimensions in MSCv2.For each dimension,

first we define the dimension (Definition). The definition can come from (12), (11), or

from our analysis. Next, we explain the possible values based on two basic studies and

our analysis of documents from feature toggle management systems’ repositories (Model

Extension). Then, we explain the result of the application of MSCv2 to feature toggle-

related publications to find missed dimensions and values (Model Completion). Lastly,

we summarize each dimension in a box. If the dimension or values came from (12), we

marked them with a S1; from (11) with a S2; and from our observations and analysis with a

S3 identifiers.
2https://github.com/chromium/chromium/blob/main/docs/configuration.md
3In Chapter 6, we found “Documentation” and “(UML) Models” as new Artifact values, “Platform” as a

new Activation strategy value, and “Dependency” as a new Complexity value when the level of dependency is
not clear. We show these values as blue and italic in this figure.
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Figure 5.2: Extended Model of Software Configuration (MSCv2).

5.3.1 Stakeholder (S1, S2, S3)

Definition. Based on Siegmund et al. (12), the stakeholder is anyone “who deals with con-

figuration”. Meinicke et al. (11) provides better definition as the person who is making

configuration decisions. We select the second definition for this dimension.

Model Extension. In the Siegmund et al.’s definition, Developer, DevOps, Ops, and End-user

can change the software configurations of the system. In their study, users can configure a

system based on their needs. However, based on our analysis of repositories’ documents,

End-user is not a type of stakeholder in feature toggle usage. We have observed Developer,

DevOps, and Ops as stakeholders in the analyzed documentation, but never observed

the possibility for users to change the value of the toggles or manage them. The different

purposes of using feature toggles and configuration options can explain this observation.

Configuration options allow End-user to change the system based on their needs. In addi-

tion, Meinicke et al. (11) mentioned that one of the key differences between feature toggles

and configuration options is the person who makes configuration decisions. They men-

tioned that feature toggles are controlled by Developers and Ops, and configuration options
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are controlled by End-users most of the time. However, they found that feature toggles are

sometimes exposed to End-users in experimental usage of the toggles. They observed that

this may cause testing and removing challenges for the development team. One example of

exposing feature toggles to users is chrome://flags/where users of Chrome can enable or

disable features themselves. This is one of the reasons that the distinction between feature

toggles and configuration options is blurred. So, using the MSCv2 can help researchers and

practitioners to understand the configuration space clearly, without relying just on their

names. Moreover, while we analyze the documents for stakeholders, other than existing

values, we have identified a new value: Non-technical Team Member (106), which points to

give permission to non-technical team members to be able to release changes while using

feature toggles.

Model Completion. We have observed all the values for this dimension in analyzed publica-

tions. About the new identified value of Non-technical Team Members, one of the practices

Mahdavi-Hezaveh et al. (5) identified in the feature toggle usage practices used by prac-

titioners is “Give access to team members”. Based on practitioners’ experiences giving

permission to Q&A team members, sales team members, and product managers helps to

prevent management bottleneck of feature toggles (5).

Stakeholder (S1, S2, S3). A stakeholder is a person who is making configuration decisions.

The values for this dimension are: Developer (S1, S2, S3), DevOps (S1, S3), Ops (S1, S2,

S3), End-user (S1, S2), and Non-technical Team Member (S3).

5.3.2 Stage (S1, S3)

Definition. Based on (12) stage “describes that configuration happens in different stages of

the development process”.

Model Extension. Siegmund et al. identified four values as stages: Dev, Test, Pre-Production,

Production.

In our analysis of GitHub repositories, we observed all four stages for the feature toggle

usage. Using release toggles for dark launches, and trunk-based development points to

Production stage, and using them for gradual roll out points to Pre-production stage. Ops

toggles and permission toggles are used in Production stage. Development toggles are used

in Dev, and experiment toggles are used in Test stage.

Model Completion. Our analysis of academic publications confirms our observation in

GitHub repositories’ documentation.
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Stage (S1, S3). Stage dimension describes what configuration happens in what stages of

the development process. The values for this dimension are: Dev (S1, S3), Test (S1, S3),

Pre-Production (S1, S3), Production (S1, S3)

5.3.3 Binding Time (S1, S3)

Definition. Based on (12), binding time points to the event of binding a value to a software

configuration.

Model Extension. Siegmund et al. identified four binding times: Build Time, Deployment

Time, Load Time, and Run Time. Build Time configurations are used in form of build

scripts, Deployment Time configurations are used as configuration files, and Load Time

and Run Time configurations are used in form of properties files, databases, command-line

arguments, and user interfaces. The binding time of software configurations in a system

will affect the implementation and design of the configuration. Based on our analysis of

GitHub repositories’ documentation, Run time is the most used (but not the only) binding

time for feature toggles. In contrast, we have not observed any Build time as the binding

time for feature toggles.

Model Completion. In the analyzed publications, we have the same observation about

the binding time of feature toggles. Authors of all publications except one (14) mentioned

Run time as the binding time for feature toggles.

Binding Time (S1, S3). Binding time is the time of binding a value to a software config-

uration. The values for this dimension are: Build time (S1), Deployment time (S1, S3),

Load Time (S1, S3), Run Time (S1, S3).

5.3.4 Type (S1, S3)

Definition. Siegmund et al. (12) define type of configuration as “what should be configured”.

Model Extension. The values Siegmund et al. identified for this dimension are: Domain,

Technical, Infrastructure, and Development. Domain configurations are used to change

software based on the user’s requirements. However, Technical configurations that contains

Infrastructure and Development types focus on environment of the system and its deploy-

ment process. Infrastructure configuration is used to adjust software to related hardware

and software, such as database system and used ports. Development configuration refers

to setting-up development tools such as IDEs, build tools, building and testing process,

and automating the deployment process.

In the analyzed GitHub repositories documentations, we observe Domain type (in
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all repositories) and Infrastructure type (in (111)), but no mentioning of Development

configuration type. We also observed the need to define new values for Type dimension to

cover all types of feature toggles provided by these management systems, such as release

toggles to enable trunk-based development (106).

Model Completion. Based on literature in the analyzed academic publications, feature

toggles have 5 types:

1. release toggle to enable trunk-based development,

2. experiment toggle to evaluate new features,

3. ops toggle to control operational aspects,

4. permission toggle to provide the appropriate functionality to a user, such as special

features for premium users, and

5. development toggle to turn on or off developmental features to test and debug code.

Considering the definitions of mentioned feature toggles’ types, experiment toggles

and permission toggles can be considered as Domain configurations. Ops toggles can be a

kind of Development configuration. But none of the provided configuration types cover

release toggles and development toggles. We also have observed the need for a new value

for release toggles while we analyzed feature toggle management systems’ documentation.

Hence, we define two new values for Type:

1. Release to cover release toggles as configurations that hide incomplete implementation

of a function from user.

2. Debug to cover development toggles that use to test and debug code.

Type (S1, S3). Type is the dimension of what is configured in the system. The values for

this dimension are: Domain (S1, S3), Technical (S1, S3), Infrastructure (S1, S3), Develop-

ment (S1), Release (S3), and Debug (S3).

5.3.5 Artifact (S1, S2, S3)

Definition. Configuration Artifacts are development artifacts that contain the configuration

(12).

Model Extension. Based on Siegmund et al.’s analysis the 12 artifacts are: Source Code,

Configuration Code, Configuration File, Database, Command line parameter, Environment

Variable, Preprocessor Code, Directory Service, Feature Model, Spreadsheet, Product Map,

GUI. Configuration File points to files such as properties files and .ini files which are easy
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to understand and change. Configuration Code points to more complex artifacts such as

build scripts, container descriptions (such as Docker files), and automation scripts (such

as Ansible playbook or Jenkins files).

Meinicke et al. has three themes named documentation, constraints, and dependencies

that are related to artifact dimension. They found that configuration options are docu-

mented in Feature Models, because they have constraints and are highly dependent on

each other. However, their interviewees emphasize that constraints on feature toggles are

none or few, dependencies between feature toggles are at most nesting or grouping, and

configuration knowledge is spread across Source Files, and Configuration Files.

Based on our GitHub repositories’ analysis, we have not observed any of the following

artifact types: Configuration Code, Preprocessor Code, Directory Service, Feature Model,

Spreadsheet, and Product Map. As we already mentioned, some of them are specific to

configuration options such as Feature Model. However, some of them can be a kind of

feature toggle artifact such as Spreadsheet. Chrome developers are using a spreadsheet to

record the name, the feature set file name, the owner of the toggle, the status of the toggle,

related bugs, and comments on the purpose of using the toggle (126).

Model Completion. In the analyzed research studies, feature toggle management sys-

tems are often used by practitioners to implement and manage feature toggles in their

software code to control the added complexity and technical debt of adding feature tog-

gles (5; 30; 14). Feature toggle management system is a platform that help practitioners

to define, implement, integrate, and manage feature toggles to their code. Feature toggle

management systems often provides services such as APIs, a UI, data storage, and auditing

logs. We add this artifact as a value to this dimension.

Artifacts (S1, S2, S3). Configuration Artifacts are development artifacts that contain the

configuration. The values for this dimension are: Source Code (S1, S2, S3), Configuration

Code (S1), Configuration File (S1, S2, S3), Database (S1, S3), Command line parameter

(S1, S3), Environment Variable (S1, S3), Preprocessor Code (S1), Directory Service (S1),

Feature Model (S1, S2), Spreadsheet (S1), Product Map (S1), GUI (S1, S3), Management

system (S3).

5.3.6 Life Cycle (S1, S2, S3)

Definition. The life cycle of a configuration is defined as various aspects of its lifetime from

creation to removal (12).

Model Extension. Siegmund et al. (12) identified six values for the life cycle of a configu-
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ration: Create, Maintain, Bind, Own, Deprecate, and Remove.

Meinicke et al. (11) identified removal of configurations as one of the themes. They

mentioned that removal is more important and more frequent when practitioners use

feature toggles, because of their short-term usage goals. On the other hand, configuration

options tend to be permanent in the code, so the practitioners do not remove them from

the code. Meinicke et al. also emphasized the importance of documenting owner of the

feature toggles in the documentation. Testing software configurations is one of the themes

in Meinicke et al. study. They stated that testing is an important task when having feature

toggles and configuration options. However, the strategies may differ. Configuration options

have interaction with each other so the testing of their combinations should be done, but

feature toggles have rare interactions, and testing them separately is enough based on

practitioners’ experiences. Hence, test should be the new value for life cycle dimension.

While analysing GitHub repositories’ documentations, we observe all the life cycle

values including the new value of test. Own, Deprecate, and Remove are less frequent, and

none of the packages talk about all life cycle values.

Model Completion. Mahdavi-Hezaveh et al. (5) provided a lifecycle for feature toggle

that contains Decision, Design, Implementation, Existence, and Clean-up. Siegmund et

al. mentioned that the life cycle of a configuration option starts when a new optional feature

is planned (12). The decision, design, and implementation steps in the feature toggle life

cycle are covered by the Create value for the life cycle dimension. Existence is covered

by Bind, Maintain and Own. The clean-up step in feature toggle life cycle is covered by

Deprecate, and Remove. So, the life cycle of feature toggles is covered by the values for this

dimension identified by Siegmund et al.. However, we suggest to split Create to Decision,

Design, and Implementation. The reason is that decision making and designing feature

toggles are very important steps in using feature toggles that help to control the added

complexity to the code and plan to remove the toggles ahead of time (5).

Rahman et al. (6), and Mahdavi-Hezaveh et al. (5) mentioned that one way to remove

feature toggles from code is to make the toggle a permanent configuration option in the

code. So, not all the feature toggles have Deprecate, and Remove in their life cycle, and

feature toggles can turn into configuration options at the end of their life time.

Another observation from academic publications is the importance of testing feature

toggles (6).

86



Life Cycle (S1, S2, S3). The life cycle of a configuration is defined as various aspects of

its lifetime from creation to removal. The values are: Decision (S1, S3), Design (S1, S3),

Implementation (S1, S3), Test (S2, S3), Maintain (S1, S3), Bind (S1, S3), Own (S1, S2, S3),

Deprecate (S1, S2, S3), and Remove (S1, S2, S3).

5.3.7 Complexity (S1, S2, S3)

Definition. We follow the definition of Siegmund et al. for complexity. Siegmund et al. (12)

consider two aspects of using software configuration to define the complexity: scope and

dependency. The scope depends on the impact of the configuration on one or more modules

with two possible values: Local scope and Distributed scope. For dependency, based on the

degree of dependency of a configuration to other configurations with three possible values:

High dependency, Low dependency, and No dependency.

Model Extension. From the themes in Meinicke et al.’s (11) study, complexity, depen-

dencies, feature traceability, and feature interactions fell into this dimension. They reported

that practitioners try to keep the scope of feature toggle’s impact as Local Scope in single

modules. The practitioners also stated that dependencies among feature toggles are rare

and interactions between them are not important, but configuration options have many

dependencies often in hierarchical groups. They also found that the complexity of using

configuration options is high, but for feature toggles depend on the number of them.

From the analyzed GitHub repositories’ documentation, we have observed Local (in all)

and Distributed (104) scopes. The practitioners did not discuss the dependency between

feature toggles in their documentation because the dependency is introduced while using

them in the code. So, all three levels of dependency are possible.

Model Completion. We observed all values of this dimension in analyzed publications.

Complexity (S1, S2, S3). Complexity is the scope and dependency between software

configurations. The values for this dimension are: Local scope (S1, S2, S3), Distributed

scope (S1, S3), High dependency (S1, S2), Low dependency (S1, S2), and No dependency

(S1, S2).

5.3.8 Intent (S1, S2, S3)

Definition. Siegmud et al. (12) identified a dimension named intent. The authors defined

intent as the purpose of using software configuration. Meinicke et al. identified goal as a

theme that is defined same as intent. We use their definitions for intent dimension.
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Model Extension. From our analysis of GitHub repositories’ documentations, we ob-

served that feature toggles are used for A/B testing (110), gradual roll out (canary release)

(106), turning on and off a feature (104), targeted release (104), implementing trunk-based

development (prevent long-lived branches) (106), release new feature faster (106), and use

as kill switches (106).

Siegmund et al. identified the following values as goals of using software configuration:

A/B Testing, Code Reuse, Knowledge Preservation, Reduced Testing Effort, Distributed Envi-

ronment, Unknown Environment, Non-Functional, and Functional. From these identified

values, A/B testing can cover A/B testing for feature toggles. Functional value can cover

turning on and off a feature, releasing new features faster, and use as kill switches from

feature toggles usage purposes. The rest of the intentions of feature toggle usages are not

covered by the values for this dimension.

Meinicke et al. distinguish three main goals: hiding incomplete implementation, exper-

imentation and release, and configuration. From these goals and based on their definitions,

hiding incomplete implementation can cover implementing trunk-based development, ex-

perimentation and release can cover A/B testing, and gradual rollout, configuration is same

as functional value in Siegmund’s values. Also, Meinicke et al. stated that the goal behind

the feature toggle can be changed over time. For example, an experiment feature toggle

with the goal of A/B testing can become a configuration option with the goal of changing

functionality based on user requests. Other researchers also mentioned this situation in

their studies (6; 5).

Model Completion. Other than the intents from feature toggle management systems’

documents, we observed that feature toggles are also used for continuous delivery, con-

text switching, migration from an environment to another environment, and blue/green

deployment in analyzed publications (6; 31). The context switching, when a developer is

working on a feature and an emergency bug fixes came up for another feature, is covered

by knowledge preservation. Migrating from one environment to another environment and

blue/green deployment are covered by Unknown Environment.

Based on new observed values in the feature toggle management systems’ documents,

goals in (11), and analyzed publications, we define the following new values for this dimen-

sion:

1. Gradual Roll Out: when a feature will be exposed to a subset of users and gradually is

made available for all users’ systems. This value covers gradual rollout and targeted

releases in the list of feature toggle usage intents,
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2. Continuous Integration/Continuous Delivery: when using toggles helps to implement

trunk-based development and prevents having long-lived branches. Moreover, the devel-

opment team can release the system rapidly even with a long-term feature development

and help them to do dark launches.

Intent (S1, S2, S3). The intent is the purpose of using software configuration. The values

for this dimension are: A/B Testing (S1, S2, S3), Code Reuse (S1), Knowledge Preservation

(S1, S3), Reduced Testing Effort (S1), Distributed Environment (S1), Unknown Environ-

ment (S1, S3), Non-Functional (S1), Functional (S1, S2, S3), Gradual Roll Out (S2, S3),

Continuous Integration/Continuous Delivery (S2, S3).

5.3.9 Activation Strategy (S3)

Definition. We define Activation Strategy as a dimension that explains rules to activate

feature toggles.

Model Extension. While we analyzed the GitHub repositories’ documents, we identified

a new dimension specifically related to feature toggles: Activation Strategy. Activation

strategies are used to enable a feature for specific users or a subset of users. Each feature

toggle management system defines rules as activation strategies.

Model Completion. The values we have identified UserID (6; 31), GroupID (31), User-

Percentage (6; 30), and IPs (30; 31) are observed in the publications as well.

We observed the following activation strategies in our analysis:

1. Default: the feature is enabled for all users (106);

2. AlwaysOn: the feature is always enabled for all users (107);

3. AlwaysOff: the feature is always disabled for all users (107),

4. UserID: the feature is enabled for users with specified user ids. Users can select randomly

or specifically (106);

5. GroupID: the feature is enabled for users in groups with specified group id (104);

6. IPs: the feature is enabled for a list of IPs. Using IP information, the feature could be

enabled for users in a particular region or country as well (104);

7. HostNames: the feature is enabled for a list of hostnames (104);

8. UserPercentage: the feature is enabled to a percentage of users. In gradual rollout when

the percentage increases, previous users should remain in (106);

9. TimePercentage: the feature is enabled for a percentage of time (115);

10. TimePeriod: the feature can be enabled on or after a date, on or before a date, between

two dates, or on specified days of the week (107);
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11. Random: the toggle randomly is enabled or disabled (107);

12. Computed: the feature is enabled based on the values of other feature toggles (111);

13. Flexible: which combines more than one strategy into one strategy to have a more

complex strategy. An example is combining the UserID strategy, and Percentage strategy

(104); and

14. Custom: in some cases, developers need a specific strategy that is not implemented as a

built-in activation strategy. Some feature toggle packages allow developers to define a

custom activation strategy (113).

Activation Strategy (S3). Activation strategies explain rules to activate a feature toggle.

The values for this dimension are: Default (S3), AlwaysOn (S3), AlwaysOff (S3), UserID

(S3), GroupID (S3), IPs (S3), HostNames (S3), UserPercentage (S3), TimePercentage (S3),

TimePeriod (S3), Random (S3), Computed (S3), Flexible (S3), Custom (S3).

5.4 Application of the Extended Model of Software Configu-

ration (MSCv2)

In this section, we show how MSCv2 can be used by researchers and practitioners (answer

to RQ3.2). As explained in Subsection 5.2.5, to use MSCv2, researchers and practitioners

should select appropriate values for each dimension to describe software configuration

in their system. The result will be an instance of MSCv2. In Subsection 5.4.1, we present

analysis of three publications that ask similar research questions about feature toggles

and configuration options.In Subsection 5.4.2, we discuss two publications that perform

research on Chrome. In Subsection 5.4.3, we show how the MSCv2 can be used to model

existing configurations in the Chrome repository.

5.4.1 Similar Papers on Industry Practices

We selected three publications with similar research question of practices used by practi-

tioners to use software configuration. Rahman et al. performed a thematic analysis of 17

videos and blog posts from practitioners to understand the challenges, and advantages

of using feature toggles (6). Mahdavi-Hezaveh et al. analyzed 109 gray literature artifacts

and publications to identify feature toggle usage practices (5). Sayagh et al. interviewed

14 practitioners, surveyed 229 practitioners, performed a systematic literature review of

106 publications, and identified activities, challenges, and recommendations related to
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Figure 5.3: Application of the MSCv2 on three publications on practitioners’ practices: (a)
(4), (b) (5), (c) (6)

run-time configuration options (4).

To derive models for these three publications, we followed the steps discussed in Sec-

tion 5.2.5, and the result is visualized in Figure 5.3. The publications may indicate that the

research areas of these studies are different. However, looking at their MSCv2 instances

in Figure 5.3 the studies have numerous similarities. Values for all dimensions have over-

lapped in these three instances. Considering the similarities and differences, the results

in these studies can be compared or integrated. Mahdavi-Hezaveh et al.(5) discussed the

partial overlap of seven out of 17 practices they identified with Sayagh et al.(4) study results.

Mahdavi-Hezaveh et al. also used Rahman et al. (6) as one of the analyzed artifacts for their

study.

New researchers in the software configuration research area can easily miss related

publications if they are not aware of using different keywords of feature toggles and config-

uration options by other researchers. Also, if researchers populate an instance of MSCv2

in their publications other researchers can use their results more easily to develop new

studies.

5.4.2 Studies on Chrome repository

We modeled the software configurations of Chrome from two publications (6; 7) as shown

in Figure 5.4 using MSCv2. In (6), Rahman et al. quantitatively analyzed the usage of feature

toggles in 39 releases of Chrome. In (7), the authors extracted four architectural represen-

tations of Chrome including feature toggle architecture. The same software repository

is used in both publications. While modeling Chrome in these publications, our results

indicate that even when the researchers analyze the same system, they may not define the
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Figure 5.4: Application of the MCSv2 to two research studies on feature toggles on Chrome:
(a) (6), (b) (7)

configuration the same due to the lack of a comprehensive model for defining software

configuration. Some values for dimensions exist in both model instances but some dimen-

sions and some values exist in just one of the model instances. If researchers looked at two

models in Figure 5.4 without having knowledge about these two publications, they may

claim that these two systems have similarities but they are not the same.

Researchers can use MSCv2 when designing their studies, and show the characteristics

of software configuration in a MSCv2 instance. Looking at the instance, other researchers

will have the same viewpoint of the system for their analysis.

5.4.3 Chrome Repository

To better understand the configurations in the Chrome repository, we applied the MSCv2

on the repository documentation (as we discussed in Section 5.2.5) to find values for each

dimension for each configuration. The result is shown in Figure 5.5. In the Chrome docu-

mentation, five different terms are used for the software configuration: 1) Prefs, 2) Flags,

3) Settings, 4) Features, and 5) Switches. Based on the names of these configurations, the

difference between them is unclear. For instance, in the research literature and gray litera-

ture switches and flags are the same concepts (6; 127), but in the Chrome repository, these
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Figure 5.5: Application of the MSCv2 on Chrome

terms seem to be two separate concepts. Figure 5.5 indicates similarities and differences

between these five MSCv2 instances. For example, developers are stakeholders of all five

configurations, but non-technical team members only have access to Flags. We did not

find values for some of the dimensions. For example, the documentation does not include

information related to the Complexity dimension for any of the configuration terms. Ar-

chitectures can use MSCv2 to define configuration in software projects to make sure that

every characteristic of a configuration is clear to team members. If developers do not have

a correct understanding of the concept behind each configuration, they may use them

incorrectly.

We can compare the models in Figure 5.4 and Figure 5.5. In the two publications (6; 7)

that are shown in Figure 5.4, Rahman et al. consider Switches in the Chrome repository

as feature toggles in the system. Hence, both models in Figure 5.4 should be the same as

Switches (e) in Figure 5.5. We observe that not only these three models are not the same but

also they are not even subsets of each other. This observation shows that using unstructured

documentation to define configuration in industry and in research publications may result

in an incomplete and inconsistent understanding of a configuration definition.
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5.4.4 Takeaways

The takeaways are based on our observations in Sections 5.4.1, 5.4.2, and 5.4.3.

For researchers

Researchers may define software configuration differently in their publications even if the

industrial system is the same (Sections 5.4.2 and 5.4.3). They can use MSCv2 by creating

an instance and selecting proper values for each dimension to model the software con-

figuration in the system of their publications. Additionally, by using MSCv2 researchers

can compare and integrate their results with similar studies, prevent duplication of effort,

increase the impact of their research result through a bigger family of research, and meta-

analyze the results of a family of research publications (Section 5.4.1). Also, using MSCv2

to model the configuration of industry systems by software architects when designing

configurations, could help researchers to record the configuration more similar to what

might be done by a practitioner, and enable knowledge transfer between industry and

academia (Sections5.4.2).

For practitioners

The understanding of researchers from the same industrial system may not be the same

because of a lack of clarity in the definition of configuration in the system’s documentation

and in publications (Sections 5.4.2 and 5.4.3). Hence, using MSCv2 to explain the con-

figuration of industry projects by software architectures when designing configurations,

could help researchers to record the configuration more similar to what might be done

by a project practitioner, and enable knowledge transfer between industry and academia.

In addition, an industrial system can have more than one kind of software configuration

(Section 5.4.3), so a systematic definition of configurations by using MSCv2 can make the

definitions more coherent, and more precise.

5.5 Threats to Validity

In Phase 1 of the methodology, we used keyword search to find related repositories. We may

have missed related repositories if the keywords are not used in the name and description of

the repository. In addition, in Step 4 of the filtering process of the search results, we read the

name and description of the repositories. We did not check the content of the repositories.
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However, since we selected the top 20 repositories in our result and checked the content of

them, this filtering process did not affect our results. We selected 20 repositories from the

top 5 programming languages and analyzed their documentation. The analysis of more

repositories may enrich the results of this research study. To overcome this limitation, we

defined the stopping criteria for analyzing documentation when we did not find any new

dimension and any new value.

In Phase 2 of the methodology, we analyzed the feature toggle management systems’

documentation using coding practices. To prevent subjective results, the coding was done

by two individuals separately. Then we discussed and resolved disagreements. We may

have missed some values because practitioners may use feature toggle in a different way

that is not mentioned in the documentation.

In Phase 3 of the methodology, we applied MSCv2 to five publications and Chrome. To

show the generalization of MSCv2, the publications were selected to be related to either

feature toggles or configuration options, and the process was done by two individuals. In

future work, we will ask other researchers to apply the MSCv2 in software configuration

studies and share their observations.

5.6 Conclusion

Feature toggles and configuration options are used widely in the software development

process for different purposes such as practicing CI/CD and system customization. Feature

toggles and configuration options fall under the same umbrella with different names. Hence,

we have extended the existing model of software configuration (MSC) to cover both feature

toggle and configuration option concepts. The MSCv2 has 9 dimensions with 70 values in

total. We observed that the MSCv2 may help researchers to build a comprehensive model

to define configuration characteristics precisely in their research studies, and practitioners

to define their system’s configuration characteristics, and provide a common language for

two communities to transfer knowledge about software configurations.
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CHAPTER

6

META-ANALYSIS OF SOFTWARE

CONFIGURATION RELATED

PUBLICATIONS

6.1 Motivation

Researchers answer research questions on both feature toggles and configuration op-

tions. In the rest of the dissertation, we use the term software configuration to refer to

the joint concepts of feature toggles and configuration options. Because of the similarity

between these two concepts, similar problems exist that have similar solutions (11). For

example, Mahdavi-Hezaveh et al. (128) showed that software configuration characteristics

in research studies on practitioners’ practices in the feature toggle research area (6; 5) and

in the configuration option research area (4) have similarities that lead to similarities in

their findings. Hence, making the similarities and differences between the software config-

uration characteristics more explicit in research studies may reduce duplication of effort,

incomplete comparisons and generalizations, and inefficiency in research.
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To provide terminology for the software configuration family of research, Siegmund et

al. (12) proposed a Model of Software Configuration (MSC). MSC includes eight dimensions

(Stakeholder, Stage, Binding Time, Type, Artifact, Life Cycle, Complexity, and Intent) that

are higher-order topics related to configurations and a total 47 values assigned to these

dimensions. Siegmund et al. proposed MSC by performing a set of interviews by practition-

ers and analysis of configuration option-related publications. Mahdavi-Hezaveh et al. (128)

(Chapter 5) extended the MSC to MSCv2 by including feature toggle-related resources

consisting of documentation of feature toggle management systems on GitHub and feature

toggle-related publications. In MSCv2, Mahdavi-Hezaveh et al. added one new dimension

(Activation Strategy) with 14 values and nine new values to existing dimensions in MSC.

Using MSCv2, as a common terminology, aids in a comprehensive and more complete

documentation of context variable in software configuration research studies. In this chap-

ter (129), we provide a guideline on the usage of MSCv2 for researchers to document context

variables in their research studies such that a meta-analysis of the software configuration

family of research can be performed and replications of existing research studies can be

done. In addition, MSCv2 can be used to surface the differences and similarities in different

research publications, help researchers to find similar publications, transfer knowledge

from one research area to another research area, and generate a mental model of all the

research that has been done on software configurations.

Hence, the goal of this research study is to aid researchers in performing a meta-analysis

of the software configuration family of research through the application of the extended

Model of Software Configuration (MSCv2) to related publications.

To achieve this goal, we will examine the following three research questions:

RQ4: Can the application of the extended Model of Software Configuration (MSCv2) be

used to perform a meta-analysis of a family of research on software configurations?

RQ4.1: What are the similarities and differences in context variables in feature toggle-

related publications and configuration option-related publications?

RQ4.2: What research goals are common between the feature toggle research area and

configuration options research area?

RQ4.3: What research gaps exist in the feature toggle research area and configuration

options research area?

RQ4.4: What are the comprehensive definitions of feature toggles and configuration

options based on the application of the Model of Software Configuration on related
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publications?

RQ4.5: How can researchers use the extended Model of Software Configuration (MSCv2)

in documenting context variables in their research studies?

6.2 Methodology

In this section, we explain our methodology. Figure 6.1 shows three phases of the method-

ology. In Phase 1, we systematically searched for research publications related to software

configuration. In Phase 2, we applied MSCv2 to the selected publications. In Phase 3, we

analyzed our observations, answered our research questions, and provided guidelines for

future researchers. We explain the details of each phase in the following subsections.

6.2.1 Phase One: Search for Publications

The first step in our study is to find software configuration-related publications.

Digital Libraries Following Kuhrmann et al.’s guidelines (130), we select six digital libraries

IEEE Digital Library (Xplore), ACM Digital Library, SpringerLink, ScienceDirect (Elsevier),

Wiley Interscience, and IET (Add footnotes for all of them).

Search Strings To search these digital libraries, we constructed a set of search strings.

To do so, we followed the Trail-and-Error search approach by (130). In this approach,

researchers start with searching meta-search engines such as Google scholar with initial

keywords, check the search result, change keywords or combine them, and iteratively find

a list of search strings. We constructed search strings for feature toggles and configuration

options separately as follows:

1. For feature toggles, we started by searching Google scholar with the “feature toggle”

search string. The results of the search were a mix of feature toggle-related and unrelated

publications on the first page. We added “software engineering” to “feature toggle”. All

of the results were related to the feature toggle on the first page. In the literature, feature

toggles are also called feature flags, feature switches, feature bits, and feature flips (8).

We replaced “feature toggle” in the initial search string with each of the four individual

synonym phrases. Using “feature flag” and “feature switch” returns feature toggle-related

publications in the mix with unrelated publications, but “feature bit” and “feature flip”
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Figure 6.1: Research methodology outline.

did not return any related publications on the first page. So we used “feature toggle”

AND “software engineering”; “feature flag” AND “software engineering”; and “feature

switch” AND “software engineering” as search strings to find feature toggle-related

publications.

2. For configuration options, we started by searching Google scholar with the “configura-

tion option” search string. The results were a mix of configuration option-related and

unrelated publications on the first page. However, after adding the “software engineer-

ing” to the search string, all the results were configuration option-related publications

on the first page. After manually reviewing these search results, we realized that “soft-

ware configuration” is also a used phrase as a synonym for “configuration option” in

related publications. Hence, we tried “software configuration” AND “software engineer-
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ing” and retrieved configuration option-related publications as a result. Also, during

the manual review of the results, we found that “product line” is also frequently used in

related publications. So, we tried “configuration options” AND “product line”, and found

search results related to configuration options. We also checked “software configuration”

AND “product line”, and after seeing configuration option-related results, we added that

to our search strings.

As a result of mentioned steps, we obtain the following search strings:

• “feature toggle” AND “software engineering”;

• “feature flag” AND “software engineering”;

• “feature switch” AND “software engineering”;

• “configuration option” AND “software engineering”;

• “software configuration” AND “software engineering”;

• “configuration option” AND “product line”;

• “software configuration” AND “product line”.

Search Digital Libraries On September 2 2022, we searched the six digital libraries with

the seven search strings that we constructed. We retrieved 8,635 publications. Then, we

apply the following exclusion criteria to the search result:

• We removed duplicate publications by checking the title, publication year, and authors

of a publication;

• We removed publications that are not written in English;

• We removed publications that are not peer-reviewed, for example, books and chapters in

books; and

• We removed magazine publications because they do not have enough details.

We had 4,333 publications after applying exclusion criteria.
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Select Related Publications Two researchers reviewed the list of 4,333 publications using

the ASReview LAB software 1. ASReview uses active learning techniques to help screening a

large amount of text (131) more efficiently. ASReview LAB accepts a set of publications as

prior knowledge on related and unrelated publications, trains a classification model based

on that knowledge, and suggests the next publication for labeling to the user. After each

labeling, the model has trained again, and the process continues until the user decides to

stop screening. The first researcher selected 439 relevant publications (after reviewing 849

publications), and the second researcher selected 404 relevant publications (after reviewing

815 publications). Then, the two researchers resolved their disagreements by discussing

the content of disagreed publications. In the end, the two researchers selected a list of 430

publications as relevant publications.

6.2.2 Phase Two: Application of MSCv2 on Selected Publications

In this phase, we applied MSCv2 to feature toggle-related publications and configuration

option-related publications. For feature toggle-related publications, the total number of

publications is 10, so we will apply MSCv2 to all of them. For configuration option-related

publications, we applied MSCv2 to the 47 publications published in 2021 and 2022. In total,

we applied MSCv2 to 57 publications.

To apply MSCv2 to each publication, two individuals:

1. Read the abstract, introduction, background (definitions), and analyzed system expla-

nation (case studies);

2. Extracted parts of the text explaining and defining the concept of software configuration

in their research;

3. Performed deductive coding on the extracted text with the list of dimensions and values

explained in Chapter 5, and created one instance of MSCv2. Deductive coding is an

approach in which codes are developed ahead to guide the coding process, and inductive

coding is an approach in which codes are developed while analyzing the text (124).; and

4. We recorded the high-level goal and the term used for the software configuration concept

(feature toggle, configuration option, or their synonyms) of the publication.

After performing the mentioned steps for all publications in our list, two individuals

resolved their disagreements on the values of dimensions.

1https://asreview.nl/
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6.2.3 Phase Three: Meta-analysis of the publications

We analyzed the result of the application of MSCv2 to publications in three ways:

All publications. We aggregated MSCv2 instances of all publications in one aggregated

instance. Using this aggregated instance, we discussed our observations on the frequency of

specifying values of dimensions and what dimensions and values are missed in the software

configuration research area in Section 6.3.1.

Feature toggle versus Configuration option. We created two instances of MSCv2 by

integrating MSCv2 instances of publications based on the software configuration term

used, feature toggle (and its synonyms) or configuration option (and its synonyms), for

naming software configuration in the publications into two separate aggregated instances.

Then, we analyzed the similarities and differences between these two aggregated instances

in two ways: (1) Statistically and (2) qualitatively. For statistical analysis, we used Fisher’s

exact test (132) to compare the proportions of counts for each value in feature toggle

aggregated and configuration option aggregated instances. For each value in the feature

toggle aggregated instance and configuration option aggregated instance, p and q are the

proportion of publications that have that value, respectively. So, the null hypothesis of

Fisher’s exact test is p = q for each value in the MSCv2 model. MSCv2 has nine dimensions

and 70 values in total, and we found 4 new values while performing Phase two of the

methodology. Hence, because of having 74 values on the same data, we used Bonferroni

correction (133) to control the false positive rate. We present the result of the statistical

analysis in Section 6.3.2. In addition, we discuss our observations during the qualitative

analysis of publications results in the two aggregated instances in Section 6.3.2. Considering

these analyses of similarities and differences between the two aggregated instances, we

proposed definitions for feature toggles and configuration options in Section 6.4.2.

High-level goals. During the application of MSCv2 to publications in Phase Two of the

methodology, we recorded the high-level research goal of each publication. We discuss our

analysis based on high-level goals in feature toggle-related publications and configuration

option publications in Section 6.3.3.

Based on the observations and analysis of Phase Three, we propose a set of guidelines

for researchers to use MSCv2 in documenting context variables in their research studies in

Section 6.5.
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6.3 Results

We applied MSCv2 as shown in Figure 5.2 in Chapter 5 to 57 selected publications. In

Table 6.1, we list the 57 analyzed publications. Each publication has an identifier; a reference

to the publication; the year of publication; the software configuration term used in the

publication; and the high-level goal of the publication. In this table, we listed the feature

toggle-related publications at the top and the configuration option-related publications

at the bottom. As we discussed in the methodology, we applied MSCv2 to each one of the

publications in this list by following the steps we explained in Section 6.2.2.

In Section 6.3.1, we aggregated the MSCv2 instances of all the publications and discuss

our observations. In Section 6.3.2, we aggregated the MSCv2 instances of feature toggle-

related publications and MSCv2 instances of configuration option-related publications

separately and compare them to each other. In Section 6.3.3, we discuss high-level goals in

the publications.

6.3.1 All publications

In Figure 6.2, we aggregated the MSCV2 instances of the analyzed 57 publications. The

number in parenthesis after the dimension name is the number of publications that specify

one or more values for the dimension. The numbers after each value are the number of pub-

lications that use that value in their publications. Because each publication can have more

than one value for each dimension, the numbers after the dimension names are less than or

equal to the sum of the numbers after the values of the dimension. Based on Figure 6.2, the

most mentioned dimensions in all publications are Stakeholder (36 publications), Artifact

(53 publications), Life Cycle (53 publications), Complexity (36 publications), and Intent (37

publications). Based on our observations, values of these four dimensions play key roles

in problem statements and analysis in analyzed publications. Even though we observed

the values for all dimensions in the publications, for Stakeholder, Type, Artifact, Life Cycle,

Complexity, Intent, and Activation strategy dimensions, we did not find a total of 20 values

in the publications. Two reasons may explain the lack of finding all values: 1) We did not

analyze all the software configuration-related publications. So, we have missed the values

in not analyzed publications, and 2) MSCv2 and original MSC were developed based on

practitioners’ experiences and researchers’ experiences. Some of the missed values may be

important in practice but not in research.
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Table 6.1: Analyzed relevant publications

ID Reference Year Software configuration term High-level goal
P1 Rahman et al. (6) 2016 Feature toggle Practices
P2 Rahman et al. (16) 2019 Feature toggle Effect on architecture
p3 Meinicke et al. (14) 2020 Feature flag, feature toggle Detection
P4 Ramanathan et al. (134) 2020 Feature flag Removal
P5 Hoyos et al. (31) 2021 Feature toggle Removal
P6 Mahdavi-Hezaveh et al. (5) 2021 Feature toggle Practices
P7 Jezequel et al. (135) 2022 Feature toggle Modeling
P8 Mahdavi-Hezaveh et al. (136) 2022 Feature toggle Effect on code
P9 Prutchi et al. (32) 2022 Feature toggle Effect on development process
P10 Sugnanam et al. (137) 2022 Feature toggle Effect on code
P11 Ananieva et al. (138) 2021 Feature, feature option Maintenance
P12 Bhagwan et al. (139) 2021 Configuration parameter Maintenance
P13 Chen et al. (140) 2021 Configuration option Selection
P14 Cordy et al. (141) 2021 feature, option, configuration option Statistical model checking
P15 Dimovski et al. (142) 2021 Configuration option, feature, statically config-

urable option
Static analysis

P16 Dimovski et al. (143) 2021 Feature, configuration option Static analysis
P17 Ding et al. (144) 2021 Configuration parameter Selection
P18 Ferreira et al. (145) 2021 Configuration option, feature Evaluating test strategies
P19 Franz et al. (146) 2021 Configuration option, feature Selection
P20 Gottmann et al. (147) 2021 Configuration option Static analysis
P21 Han et al. (148) 2021 Configuration Option Performance prediction
P22 Krishna et al. (149) 2021 Option, configuration option Selection
P23 Lesoil et al. (150) 2021 Option, configuration option Performance prediction
P24 Linsbauer et al. (151) 2021 Feature, Configuration option Maintenance
P25 Markiegi et al. (152) 2021 Feature Test case prioritization
P26 Nguyen et al. (153) 2021 Configuration option Effect on code
P27 Oh et al. (154) 2021 Configuration option Static analysis
P28 Pereira et al. (155) 2021 Configuration option, option, feature, parameter Selection
P29 Pinnecke et al. (156) 2021 Configuration, option Practices
P30 Ramos et al. (157) 2021 Configuration option Selection
P31 Saber et al. (158) 2021 Feature Selection
P32 Safdar et al. (159) 2021 Configurable parameter, configuration option Selection
P33 Sundermann et al. (160) 2021 feature Feature model analysis
P34 Temple et al. (161) 2021 Configuration option, feature, attribute Generate adversarial configurations
P35 Velez et al. (162) 2021 Configuration option Performance prediction
P36 Weber et al. (163) 2021 Configuration option Performance prediction
P37 Zhang et al. (15) 2021 Configuration parameter, parameter Effect on Code
P38 Zhang et al. (164) 2021 Parameter, configuration parameter Static analysis
P39 Ananieva et al. (165) 2022 Feature option Modeling
P40 Ananieva et al. (166) 2022 Feature option Maintenance
P41 Bertolotti et al. (167) 2022 Feature Modeling
P42 Cheng et al. (168) 2022 Configuration option, feature Performance prediction
P43 Damiani et al. (169) 2022 Configuration option, feature Modeling
P44 Dimovski et al. (170) 2022 Configuration option, feature Static analysis
p45 Dubslaff et al. (171) 2022 Configuration option, feature Selection
P46 Heradio et al. (172) 2022 Feature Selection
P47 Hou et al. (173) 2022 Feature Selection
P48 Kroher et al. (174) 2022 Configuration option Selection
P49 Mahmood et al. (175) 2022 Configuration option Modeling
P50 Mercan et al. (176) 2022 Configuration option, Option setting Selection
P51 Michelon et al. (177) 2022 Feature Maintenance
P52 Nieke et al. (178) 2022 Configuration option, feature Maintenance
P53 Prado et al. (179) 2022 Configuration option Test case prioritization
P54 Randrianaina et al. (180) 2022 Compile-time configuration option Incremental build
P55 Randrianaina et al. (181) 2022 Compile-time options, features Incremental build
P56 Schubert et al. (17) 2022 Feature Static analysis
P57 Ternava et al. (182) 2022 Compile-time/configuration options Effect on system size and security
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Figure 6.2: aggregated MSCv2 instances for all 57 publications

6.3.2 Feature toggle versus Configuration option

In Figure 6.3 and Figure 6.4, we aggregated all instances of MSCV2-1 for feature toggle-

related publications and configuration option-related publications.

In Figure 6.3, the total number of publications is 10. We observed that values for Stake-

holder, Stage, Artifact, Life Cycle, and Intent dimensions are mentioned in all of the publi-

cations. The least mentioned values are for Type and Complexity. We observed that values

for all dimensions are mentioned in these publications. In total, we observed instances of

41 values and did not observe instances of 33 values in feature toggle-related publications.

In Figure 6.4, the total number of publications is 47. We observed that values for Stake-

holder, Artifact, Life Cycle, Complexity, and Intent are mentioned more than others. In total,

we observed instances of 40 values and did not observe instances of 34 values in feature

toggle-related publications.

We compared these two models in two ways: 1) With Fisher’s exact test (132) with

Bonferroni correction (133) to find statistically-significant differences (Section 6.3.2); and 2)
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Based on our observations during the application of MSCv2 on publications (Section 6.3.2).

Even though we discuss differences between software configuration definition in Fig-

ure 6.3 and Figure 6.4 in the following subsections, our results show that there is no differ-

ence in 65 values in MSCv2. The similarities and differences between feature toggle-related

publications and configuration option publications confirm the blurred border between

these two concepts.
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Figure 6.3: aggregated MSCv2 instances for 10 feature toggle-related publications

Statistical Analysis

To compare two models in Figures 6.3 and 6.4, we use Fisher’s exact test. For each value in

the aggregated instances, p and q are the proportion of feature toggle-related publications

and configuration option-related publications that have the value, respectively. So, the null

hypothesis of Fisher’s exact test for each value is p = q . Because of having a large number
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Figure 6.4: aggregated MSCv2 instances for 47 configuration option-related publications

(74) of values to perform the test on, we could not use 0.05 as the significance level. We

used Bonferroni correction and control type I error. Hence, the significance level in our

Fisher’s exact test was 0.05/74 = 0.00068. We list the p -values and results in Figure 6.5.

The underlined values are statistically significant, which means the p -value is less than

the significance level, and we reject the null hypothesis. All of the values with statistically

significant p -value have higher proportions in feature toggle-related publications.

Based on the statistical result, differences in the following values are statistically signifi-

cant between feature toggle-related and configuration option-related publications (sorted

from smallest to largest p-values). Four out of nine statistically significant different values

(Release, Gradual roll out, CI/CD, and Userpercentage) are the added values in MSCv2 (128)

after analyzing feature toggle-related resources. For each value, we explain our observations

as well:

CI/CD (Intent). Mahdavi-Hezaveh et al. (128) added CI/CD as a value to the Intent dimen-

sion in MSCv2 when including feature toggle-related sources. Therefore, it is reasonable to
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have this value in all feature toggle-related publications and not in configuration option

publications.

Dev (Stage). One of the goals of using feature toggles is CI/CD (including trunk-based

development), and using feature toggles in trunk-based development is happening in the

development stage of software development. In contrast, configuration options are mostly

used in the production stage of software development to configure software systems based

on user requirements.

A/B testing (Intent). A/B testing is mentioned as an intent of using feature toggles in 8

out of 10 feature toggle-related publications, and none of the configuration option-related

publications. Similar to CI/CD, this value was also added as a value to the Intent dimension

in MSCv2 by Mahdavi-Hezaveh et al. (128) after including feature toggle-related resources.

So, A/B testing is one of the intents of using feature toggles and not configuration options.

Gradual Roll Out (Intent). Similar to CI/CD, gradual roll out is added to the MSCv2 by

using feature toggle-related resources (128). This value is mentioned as intent in 7 out of 10

feature toggle-related publications and no configuration option-related publications.

Remove (Life Cycle). Researchers in feature toggle-related publications emphasized the

importance of removing feature toggles after the goal of using them is achieved in 9 out of

10 publications. However, in configuration option-related publications, removing options

is not important, and configuration options are mostly assumed to remain in the source

code forever. This difference in removing feature toggles and keeping configuration options

is mentioned in other research studies as well (11; 5; 128).

Developer (Stakeholder). Meinike et al.’s (11) stated that one of the key differences be-

tween feature toggles and configuration options is their stakeholder of them. They men-

tioned that feature toggles are generally controlled by developers and ops, and configuration

options are generally by end-users. Our observation, as shown in Figures 6.3 and 6.4 con-

firms this key difference, and this difference for developer value is confirmed statistically.

Release (Type). Mahdavi-Hezaveh et al. (128) added Release as a value for the Type di-

mension after analyzing feature toggle-related resources. Developers use Release toggles

to hide the incomplete implementation of a function from users. The Release type is not
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mentioned in any of the configuration option-related publications. The Release type of the

software configuration is specific to feature toggles.

UserPercentage (Activation Strategy). Activation Strategy is added in MSCv2 as a feature

toggle specific dimension (128). Hence, we observed the values of this dimension more

in feature toggle-related publications. UserPercentage is the activation strategy that is

mentioned more than other values in feature toggle-related publications as a popular

activation strategy.

Test (Stage). One of the usages of feature toggles that are mentioned in feature toggle-

related publications is to test new features (6). In contrast, in configuration option-related

publications, we did not find usage of configuration options in the Test stage. Hence, it

is reasonable to have a statistically significant appearance of this value in feature toggle-

related publications.

Observational Analysis

While we were applying the model to the publications, we observed some differences in the

frequency of the values that appear in feature toggle-related publications and configuration

option-related publications. Some of our observations were confirmed by the statistical

analysis presented in Subsection 6.3.2. In this subsection, we explain the differences that

we observed, but they are not confirmed by statistical analysis.

Binding Time. The main difference between values of Binding Time dimension in feature

toggle-related publications and configuration option-related publications is Run Time

versus Build Time (including compile time) as shown in Figures 6.3 and 6.4. In feature

toggle-related publications, we did not observe compile time, and 8 out of 10 publications

mentioned run time as the binding time of feature toggles. In configuration option-related

publications, compile time is mentioned more than run time as the binding time. Since

the compilation is part of the build process, we consider Build time as the value for these

publications. Based on this observation, if a software configuration binds at compile time,

it could fall into the definition of configuration option. However, if the binding time of a

software configuration is run time, it may be considered as a feature toggle or configuration

option.
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Figure 6.5: p -values of Fisher exact test with Bonferroni correction

Artifact. We observed that preprocessor code and feature models are frequently used in

implementing and using configuration options. Using preprocessor code helps to imple-

ment compile-time software configuration which is not a binding time for feature toggles in

related publications. Feature models are used to show the dependencies between existing

configuration options in a system. In nine of the 10 feature toggle-related publications, mod-

eling of the existing feature toggles in the software system with their possible dependencies

was not discussed. Hence, researchers and practitioners can benefit from the practice of

using feature models to list feature toggles and their dependencies in a model.

Complexity. In configuration option-related publications, the dependency between con-

figuration options is discussed in the majority of the publications, as shown in Figure 6.4.

Researchers may mention the existence of dependencies in their research studies (30), but

dependency between feature toggles does not have a key role in research questions and anal-
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ysis in feature toggle-related publications. Our observation supports Meinicke et al. (11)’s

interview study that lists dependency as one of the differences between configuration

options and feature toggles.

Life Cycle. Test as a value in the Life Cycle dimension appeared more in configuration

option-related publications. Testing configuration options is a well-known research topic

among researchers. However, even though researchers in feature toggle-related publications

mentioned the importance of testing feature toggles (6), none of the 10 feature toggle-related

publications focused on this challenge.

6.3.3 High-level goals

We show the high-level goal of each publication in Table 6.1. In this section, we discuss our

observations regarding high-level goals in the software configuration family of research.

Using the results in this subsection, we will explain the research gaps and future research

opportunities in Section 6.4.1.

Similarities

Three of the high-level goals, namely Practices, Effect on code, and Modeling exist in both fea-

ture toggle-related publications and configuration option-related publications. Researchers

in Practices publications, P1, P6, and P29 (two feature toggle publications and one configu-

ration option publication), discuss practitioners’ practices for using feature toggles and

configuration options. In Effect on code publications, P8, P10, P26, and P37 (two feature

toggle publications and two configuration option publications), researchers analyzed sys-

tems at the code level and discussed the effects of using software configurations on code.

Researchers discuss modeling of software configurations in publications with Modeling as

the high-level goal, including P7, P39, P41, P43, and P49 (one feature toggle publication

and three configuration option publications). Because of the similarity between the feature

toggles and configuration options, the results in publications with the same high-level

goals in the feature toggle research area and the configuration option research can have

overlaps. Raising awareness about these similarities can prevent duplication of effort in

future research studies.
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Differences

Other than similar high-level goals, the rest of the goals are different between feature toggle

and configuration option research areas.

For feature toggles, researchers in P2 and P9 discussed how the use of feature toggles

affects the architecture of the software system and affects the development process, Effect

on architecture and Effect on development process respectively. In Removal publications,

including P4 and P5, researchers proposed approaches to remove feature toggles from

the code. In Section 6.3.2, we statistically showed that removing is one of the differences

between the lifecycle of feature toggles and configuration options. In addition, having a

publication with Detection in the feature toggle research area, P3, shows the difficulty of

finding feature toggles because of a lack of proper documentation and modeling.

For configuration options, researchers in the publications with high-level goals of Static

analysis including P15, P16, P20, P27, P38, P44, P56, Selection including P13, P17, P19, P22,

P28, P30, P31, P32, P45, P46, P47, P48, and P50, Performance prediction including P21, P23,

P35, P36, and P42, Test case prioritization including P25, and P53, Generate adversarial

configurations which is P34, Evaluating test strategies which is P18, and Statistical model

checking which is P14 focused on testing configuration options. Because of having a large

number of configuration options in the software systems and the dependency between

them, testing configuration options is not easy, and it is well studied in the configuration

option research area. Other than these high-level goals, Feature model analysis in P33,

Maintenance in P11, P12, P24, P40, P51, and P52, Incremental build in P54 and P55, and

Effect on system size and security in P57 are the high-level goals that appear in configuration

option research area and not feature toggle research area.

6.4 Discussion

6.4.1 Research Gaps

In this subsection, we describe the research gaps in the software configuration family of

research based on our analysis in Sections 6.3.2, and 6.3.3.

Testing feature toggles. In the analysis in Sections 6.3.2 and 6.3.2 and the discussion on

high-level goals in Section 6.3.3, we observed that testing configuration options are one

of the high-level goals in related publications. In feature toggle-related publications, the

112



importance of testing feature toggles are explained, but none of the related publications

addressed this challenge. Hence, we suggest researchers design research studies on testing

feature toggles.

Dependency between feature toggles. Meinicke et al. (11) mentioned dependency as

one of the differences between configuration options and feature toggles. In their interview

study, Meinicke et al. found that configuration options have many dependencies on each

other, but feature toggles have few dependencies. Our observations in Section 6.3.2 are

aligned with their findings. However, none of the feature toggle-related publications is

focused on finding the dependencies between feature toggles in large-scale datasets. We

suggest researchers perform research studies on doing empirical analysis on feature toggle

dependencies in code repositories.

6.4.2 Definitions of Feature Toggle and Configuration Option

The application of MSCv2 to 57 publications in this study shows that feature toggle and con-

figuration option concepts have characteristics in common as was mentioned in other re-

search studies (11; 12; 128). At the same time, Figure 6.5 and discussions in Sections 6.3.2 and 6.3.2

show the differences and the blurred border between feature toggle and configuration

option concepts. Also, in Section 1 we showed the inconsistency in defining these two

concepts in the research community. Hence, based on the application of MSCv2 to 57

publications and our analysis, we propose definitions for each concept in this subsection.

Future researchers can use these definitions in their research studies.

To provide the definitions, we use the aggregated MSCv2 model for feature toggle-related

publications (Figure 6.3), the aggregated MSCv2 model for configuration option-related

publications (Figure 6.4, statistical analysis on significant values in the two models (Fig-

ure 6.5 and Section 6.3.2), and our observations while applying the MSCv2 to publications

(Section 6.3.2. These definitions can aid in distinguishing feature toggles from configuration

options. The provided definitions are as follows:

Feature toggles. Using Feature toggles is a technique to guard blocks of code with a

variable in a conditional statement, and by changing the value of the variable, enable or

disable that part of the code. Feature toggles primarily bind at run-time, and developers

use them to implement A/B testing, gradual rollout, and CI/CD. Feature toggles should

be removed from the source code when their purpose is complete.
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Configuration options. Configuration options are key-value pairs that allow software

customization by including or excluding functionality in a software system. Configuration

options primarily bind at compile-time, are modeled in feature models, and depend on

each other.

6.4.3 Relations between dimensions and values

While we were performing Phase Two of our methodology and applied MSCv2 to 57 publi-

cations, we observed the following relations between dimensions and values:

Dimensions: Stage, Type, and Intent Values in the three dimensions of Stage, Type, and

Intent have a direct mapping to each other. For example, when a software configuration is

used to change the functionality of a product based on the user’s need, the configuration

happens in the production Stage, the Type of the software configuration is Domain, and

the Intent of using the software configuration is functional. Hence, if the value of the Intent

dimension is mentioned, values of Stage and Type can be derived. Future researchers

can examine the relationship between these three dimensions in the future to gain more

understanding of the software system.

Values: Dependency and Feature Model The feature model is the most used artifact in

configuration option-related publications. Researchers emphasize feature models are used

to show the dependency between configuration options in software systems. Hence, there

is a direct relation between feature model value (in the Artifact dimension) and dependency

(in the Complexity dimension) in the MSCv2.

Values: Preprocessor Code and Compile-time Preprocessor Code is an approach to imple-

menting compile-time software configurations in software systems. In MSCv2, we record

compile time in the value Build Time in the Binding Time dimension, because compilation

is part of the building process. In the publications with a preprocessor as an Artifact, build

time should be selected as binding time.
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6.5 Guidelines to Use MSCv2

We suggest researchers who work on the software configuration family of research use

MSCv2 to document context variables in their research studies. To use MSCv2, the re-

searchers should answer the following questions considering the definition of software

configuration in their proposed research study, their problem statement, and the case

studies they will use in their research study for evaluation:

1. Who is making configuration decisions? (Stakeholder)

2. In what stages of the development process configuration happens? (Stage)

3. When a value is binding to a software configuration? (Binding Time)

4. What is the type of software configuration in the system? (Type)

5. What artifacts contain software configurations? (Artifacts)

6. What are the lifetime phases of software configurations? (Life Cycle)

7. What is the scope and dependency level between software configurations? (Complexity)

8. What is the purpose of using software configurations? (Intent)

9. What are the rules to enable software configuration for a subset of users? (Activation

Strategy)

Each question reflects one of the dimensions in MSCv2, and researchers should select

one or more values of the dimension from Figure 5.2 in Chapter 5. After selecting values,

researchers can create a visual instance of MSCv2 and include it in their research study.

Other than documenting context variables in research studies on software configuration,

when a research study includes an instance of MSCv2, other researchers: 1) can understand

the characteristics of software configurations in the study; 2) compare the study having

MSCv2 instance with their own studies based on similarities and differences between

MSCv2 instances; 3) use the MSCv2 instance to design a replication study.
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6.6 Threats to validity

In Phase One of the methodology, we used search strings to find software configuration-

related publications. We may have missed some related publications because of using

the limited search strings. To minimize this threat, we followed Kuhrmann et al.’s guide-

lines (130) to construct our search stings.

In Phase Two of the methodology, because of having a large number of configuration

option-related publications, we applied MSCv2 to publications that are published in 2021

and 2022. So, we have missed some insights about the configuration option search area.

In Phase Three of the methodology, statistical analysis and qualitative analysis of the

differences and similarities between feature toggle aggregated MSCv2 instance, and con-

figuration option aggregated MSCv2 instance is based on the application of MSCv2 on 57

publications. We may have missed some differences and similarities because of the limited

number of analyzed publications.

In the discussion section, we proposed comprehensive definitions for feature toggles

and configuration options based on our results in this study. To perform this research study,

we analyzed academic publications, so the proposed definitions are from the researchers’

perspective. Practitioners may have a different perspective on how to define these two

concepts in the industry. In addition, we listed our observed relations between dimensions

or between values in different dimensions. We may have missed some relations because of

analyzing 57 publications in the research community. To address this threat, the observed

relations are confirmed by two individuals.

6.7 Conclusion

Feature toggles and configurations options are software configurations used in software

development, and they have similarities and differences in their definitions in research

studies. Researchers can use common terminology to document context variables in their

research studies to enable the meta-analysis of the software configuration family of research

and prevent duplication of effort. We proposed guidelines for researchers in using MSCv2

to document the context variable in their research studies. We also proposed definitions

for feature toggles and configuration options based on systematic documentation of con-

text variables in 57 software configuration-related publications. Researchers can use the

provided definitions in their future research studies.
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CHAPTER

7

CONCLUSION AND FUTURE WORK

7.1 Conclusion

In Chapter 3, we performed a qualitative analysis of 99 artifacts from grey literature and 10

peer-reviewed papers. We identified 17 feature toggle practices in four categories: Manage-

ment practices (6), Initialization practices (3), Implementation practices (3), and Clean-up

practices (5). We also quantified the frequency of usage of these identified practices in

the industry by analyzing company-specific artifacts and conducting a survey. The feature

toggle development practices discovered and enumerated in this work could raise prac-

titioners’ awareness of feature toggle practices and their usage in the industry. Using the

result of this chapter could help practitioners to better use feature toggles in their projects,

which was the goal of doing this work.

In Chapter 4, we conducted a qualitative analysis of 80 repositories that use feature

toggles in their development cycle. We proposed 7 heuristics to guide structuring feature

toggles and identified 12 metrics to support the principles embodied in the heuristics. Our

survey result shows that practitioners agree that managing feature toggles is difficult, and

using identified heuristics can reduce technical debt. Since the identified FT-heuristics are
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similar to general software engineering best practices in software development literature,

feature toggles should be considered as regular code even though they will not reside

permanently in the code. However, even these general software engineering best practices

are not followed by all of the analyzed repositories. Not structuring feature toggles correctly

can impact the quality of the code base in the project. Thus, increasing the awareness of

the effect of following and not following FT-heuristics is important.

In Chapter 5, we extended an existing Model of Software Configuration through the

qualitative analysis of feature toggle-related software repositories and publications, and

proposed MSCv2 with 9 dimensions and 70 values. The software configuration (feature

toggles and configuration options) family of research can benefit from MSCv2 as a common

ontology to enable meta-analysis. Researchers can use MSCv2 to document the context

variables in their research studies. As a result, by considering similarities and differences

between the characteristics of software configuration in research studies, researchers can

prevent duplication of effort, inefficiency in research, and unclear comparisons and gener-

alizations of research results.

In Chapter 6, we applied MSCv2 to 57 software configuration research publications.

We analyzed similarities and differences between feature toggle-related publications and

configuration option-related publications statistically and qualitatively. We found common

research challenges and gaps between two research areas of feature toggles and configura-

tion options, proposed comprehensive definitions for feature toggles and configuration

options. At the end, we proposed MSCv3 and guidelines on its usage for researchers. Re-

searchers can use MSCv3 based on proposed guidelines to document context variables

in their research studies and compare our research studies with similar research studies

easier.

7.2 Future Work

In Chapter 3, the identified feature toggle practices discovered through the study can enable

a future quantitative analysis to automatically identify practice use in code repositories.

Also, a future study can be conducted on the empirical analysis of the effectiveness of the

identified practices in repositories which practices are used. Additional future work involves

the automatic identification of feature toggle bad smells in the code, such as unused feature

toggles, nested feature toggles, and development of a tool to automatically refactor the code

when bad smells are identified. Also, the quality of the parts of the code which is activated
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or deactivated by feature toggles is one of the concerns mentioned by practitioners (60).

Studying the impact of using feature toggles on code quality, such as high cohesion and

low coupling, could also be future work.

In Chapter 4, the identified FT-metrics can be validated by 47 criteria to validate software

metrics extracted by Meneely et al. (183) in future work. Additionally, we manually com-

puted the metrics. An automated tool for computing FT-metrics and applying FT-heuristics

for structuring feature toggles in the code base is a future direction. Such a tool could be

used to conduct a larger scale evaluation effort to generalize our findings outside of open

source repositories. In this study, we analyze the last snapshot of repositories. A direction for

future work is to consider metrics related to “lifetime” of feature toggles from the history of

repositories, such as how long the toggle lived in the code base, or who is the last developer

who touched the toggle. Considering additional metrics can result in additional heuristics

about structuring feature toggles in code bases. Our case study result shows that Testing

(H6) is not followed by a large number of repositories (54). We focus on raising awareness

about having test cases for feature toggles. Considering the importance of testing strategies

and especially combinatorial testing related to configuration options (184), research on

combinatorial testing for feature toggles can be a future direction. We conduct preliminary

statistical analysis (Appendix B) on the case study dataset and report our findings. A future

direction is to conduct a larger-scale empirical study with rigorous statistical analysis to

strength these findings on the relationship between following FT-heuristics and improving

FT-metrics and finding new relationships.

In Chapter 6, a future path is to fill research gaps that we found in our analysis. Testing

configuration options is one of the main challenges addressed by researchers. However,

testing feature toggles is not researcher’s focus in any of the analysed feature toggle re-

lated publications. Future researchers can develop testing strategies for feature toggles

by using research results on testing configuration options in publications. In addition,

researchers can perform research studies regarding dependencies between feature toggles.

Dependencies between configuration options as modeled in feature models is the basis of

some research studies, however none of the feature toggle related publications investigate

dependencies between feature toggles. Researchers can start with configuration option

related publications and transfer knowledge to feature toggle research area for investigating

dependencies between feature toggles.

We hope our dissertation will facilitate further software configuration related research

in academia and practices in industry.
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APPENDIX

A

SURVEY QUESTIONS FOR CHAPTER 3

The survey questions are as follows:

1. What is your company name?

2. How long has your team used feature toggles?

3. What feature toggle management system is used by your team? (Check all that apply).

Options: Closed source custom system maintained by the company; Open source cus-

tom system maintained by the company; Third-party (e.g. LaunchDarkly), Open source

but not maintained by the company; None; Other.

4. For what purpose(s) does your team use feature toggles? (Check all that apply). Options:

Support CI of partially-completed features; Dark launches; A/B testing; Gradual rollout;

Other.

5. Does your team make a decision about using feature toggles for each feature? Options:

Yes. The team checks to find if using a feature toggle is necessary for the new feature;

No. The feature toggle is always added when a new feature is added; Other.

6. How often does your team do the following management practices? Options: Always,

Mostly, About half of the time, Rarely, and Never.

• Document feature toggle’s metadata (spreadsheet, etc) to manage data about feature
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toggles. (i.e. the owner of the toggle, the current value (on, off), the current status (to

remove, keep), and the time of its creation).

• Logging changes to toggle values/configurations (e.g. who changes which toggle and

when, etc.).

• Grouping toggles together in any way to simplify management or giving permissions

(i.e. related toggles, other).

• Allowing all team members (i.e. Q&A team) to have access to feature toggles and can

make changes.

7. How often does your team do the following initialization practices? Options: Always,

Mostly, About half of the time, Rarely, and Never.

• Determining the type (permission toggle, ops toggle, release toggle, experiment toggle,

short-lived toggle, long-lived toggle) of the toggle at the design step. (More information

about types of toggles: https://goo.gl/4okG5Y)

• Using naming conventions for toggles (similar to variable and function naming con-

ventions).

• Setting up a default value for toggle if toggle value is not found (i.e. toggle is off if its

value is not found in the code).

8. How are the values of the toggles stored? (Check all that apply) Options: Configuration

files; Databases; Other.

9. How are the values are assigned to the toggles in the system? (Check all that apply)

Options: Assigned boolean values (True, False); Assigned multivariate values (e.g. Red,

Yellow, Blue); Assigned string values (e.g. "disable-flash-3d", "enabled-flash-3d"); Other.

10. How does a developer access the toggle value in the code? (Check all that apply) Options:

Value is accessed by checking a primitive data type (e.g. enableMyFeature == true),;

Value is accessed through an object representing a toggle (e.g. MyFeature.isActive());

Value is accessed through a toggle manager/mapping from key to value (e.g. Dictionary);

Other.

11. How often does your team do the following clean-up practices? Options: Always, Mostly,

About half of the time, Rarely, and Never.

• Limiting the number of existing toggles in the code.

• Build or test failing if a toggle is not deleted by a specified date (Time bomb).

• Automatic reminders near date to delete the toggle.
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• Using tasks/stories/cards for removing toggles.

• Creating a clean-up branch for removing toggle points at the time of the creation of

the toggle.

• Tracking unused toggles for removal.

• Changing feature toggle to configuration setting to keep it in the code.
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APPENDIX

B

PRELIMINARY STATISTICAL ANALYSIS

FOR CHAPTER 4

In this section, we report on the preliminary statistical analysis we conduct on the case

study dataset in Chapter 4

We perform Best Subset Selection (79) and identify the best subset of predictors (includ-

ing context metrics and FT-heuristics) to improve each one of the FT-metrics. Algorithm 1

outlines this process to identify the best subset for each FT-metrics. Since FT-heuristics

are categorical predictors, we have created dummy variables for them (79). So, we have 17

predictors to use in our regression analysis. Following Algorithm 1, for each FT-metric, we

fit 17 models with 1 predictor, 136 models with 2 predictor, 680 models with 3 predictor,

2,380 models with 4 predictor, 6,188 models with 5 predictor, 12,376 models with 6 predic-

tor, 19,448 models with 7 predictor, 24,310 models with 8 predictor, 24,310 models with 9

predictor, 19,448 models with 10 predictor, 12,376 models with 11 predictor, 6,188 models

with 12 predictor, 2,380 models with 13 predictor, 680 models with 14 predictor, 136 models

with 15 predictor, 17 models with 16 predictor, and 1 model with 17 predictors. In the set of

models for any number of predictors, we select the best one. Then from 17 selected models,

we select a single best model as the overall best model.
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Algorithm 1 Best Subset Selection algorithm adapted from (79)

For each FT-metric:
For k = 1, 2, . . . , p : # Identify the best model for each k

if FT-metric is numeric then
(1) Fit all
�

p
k

�

linear regressions that contain exactly k predictors
(2) Select µk =Model with largest adjusted R 2 (best model)

else if FT-metric is binary then
(1) Fit all
�

p
k

�

logistic regressions that contain exactly k predictors
(2) Select µk =Model with lowest LLR p -value

end if
# Select a single best model from µ1, . . . , µp

if FT-metric is numeric then
(1) Conduct ANOVA to compare the models
(2) Select bestmodelmetric =Model with lowest F-test p -value where p < 0.05

else if FT-metric is binary then
(1) Compare LLR p -values of the models
(2) Select bestmodelmetric =Model with lowest LLR p -value where p < 0.05

end if

For each FT-metric, we report the predictors of the overall best model in Table B.1. In

Table B.1, ↑ indicates the predictor in the best subset with a positive coefficient, and ↓
indicates the predictor in the best subset with a negative coefficient.

Comparing the result in Table B.1 and Table 4.2 confirms the correctness of six of the

hypothesized relations. For example, we observed that repositories that do not follow

H4 (UseSparingly) have a higher number of the locations for feature toggles (M8 (Location))

and, repositories that do not follow H7 (CompleteRemoval) of feature toggles have more

dead code (M11 (Dead)). In addition, we find 26 new relations (non-hypothesized) between

FT-metrics and FT-heuristics. For example, we find a relationship between H1 (Shared-

Method) and M10 (Duplicate), meaning that in our case study set when repositories do not

have a shared method, they have more duplicate code. To strengthen these newly identified

relations, future works could conduct a larger-scale empirical study.

141



Table B.1: Best Subset Selection result for FT-metrics. ↑ indicates the predictor is in the
overall best model with a positive coefficient. ↓ indicates the predictor is in the overall best
model with a negative coefficient.
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M12 (Test cases) ↓ ↑ ↓ ↓ ↑ ↓
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